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Abstract 

The service vendors desire to improve their service 

processes to retain consumers and increase profits. Most 

existing methods require a mass of domain knowledge to 

improve their service processes, which are time-

consuming and error-prone. This paper proposes a 

method named Diff-BPI to automatically improve a 

service process, reducing execution cost while 

guaranteeing consumers’ waiting/process time. Given the 

existing two versions of a service process, Diff-BPI first 

detects their differences and all possible candidate 

improved service processes are constructed by connecting 

their same parts and combinations of different parts. 

After that, Diff-BPI calculates three metrics for each 

candidate: “quality of improvement (QoI)”, “longest 

execution time (LET)” and “stability of time (SoT)”, and 

filters the candidates with LETs higher than the given 

time limit and QoIs/SoTs less than the given one. Finally, 

Diff-BPI picks the best candidate with the lowest cost 

less than the costs of two existing versions. A case study 

shows that Diff-BPI can construct an improved service 

process with a lower cost than the existing two versions. 

The efficiency evaluation reveals that Diff-BPI can save 

more than 20% of the running time for improving a 

service process using the filter strategy when the number 

of differences between the two versions is more than 3. 

Keywords: Service process, Process difference, Business 

process improvement 

1 Introduction 

Nowadays, service vendors provide various service 
processes to consumers in different scenarios [1-2]. 
Since the cut-throat competition of market share or 
even survival, service vendors need to improve their 
service processes to retain consumers and increase 
profits [3]. Usually, the service vendor has multiple 
versions with different control flow patterns and 
resource allocations for a specific service process, 
corresponding to different performances, such as 

execution time and consumer satisfaction [4-5]. Thus, 
weaken or even cancel the low-efficiency and high-
cost parts in the existing versions of a service process, 
remain the high-efficiency and low-cost parts, and 
provide a service process with better performance than 
the existing versions is challenging [6]. 

Since the control flow of a service process can be 
modeled as a business process [7-8], the business 
process improvement (BPI) technique can be 
introduced to improve the service processes [9]. Most 
existing BPI methods manually or semi-automatically 
improve the service processes based on the knowledge 
gained through process analyzers’ experience. 
However, the service processes’ control flows get more 
complicated than these in the past, so the service 
process improvement rounds in these methods become 
time-consuming, expensive, and error-prone [10]. 
Hence there is an urgent need to develop automatic 
methods to improve the service processes, which can 
lower costs through reduced working hours. 

To recognize which parts in the service process 
produce high cost and low efficiency, we compare two 
existing versions of this service process and detect 
their differences. Based on these differences, we 
propose a BPI approach Diff-BPI to automatically 
build an improved service process with a lower cost 

than the existing versions. First, Diff-BPI identifies the 

differences between two versions of a service process. 
Since the existing difference detection methods [7, 11-
14] just display the compositions of differences and do 
not point out which control flow patterns a difference 
belongs to and in which location, we redefine the 
differences by considering their positions. All possible 
candidate improved service processes are then 
constructed by connecting the same parts and the 
combinations of different parts between two versions. 
Next, Diff-BPI calculates three metrics for each 
candidate: “quality of improvement (QoI)”, “longest 
execution time (LET)” and “stability of time (SoT)”, 
and filters the candidates with LETs larger than the 
given time limit and QoIs/SoTs less than the given one. 
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Finally, Diff-BPI selects the best one with the minimal 
cost less than the existing versions’ costs. Therefore, 
the improved service process can save the service 
vendor’s cost and guarantee the waiting/process time 
of consumers. 

The contributions of this paper are summarized as 
follows: 

(1) The candidate improved service processes are 
automatically built by connecting the same parts and 
the combinations of different parts between two 
versions of a service process. 

(2) Three new metrics: quality of improvement, 
longest execution time and stability of time, are 
proposed to filter the candidate improved service 
processes and select the best one with a lower cost than 
the existing versions while guaranteeing consumers’ 
waiting/process time. 

(3) A case study is provided to show the practical 
use of the proposed method. 

(4) The efficiency evaluation shows that Diff-BPI 
can save more than 20% of the running time for 
building an improved service process using the filter 
strategy when the number of differences between two 
existing versions is greater than 3. 

The remainder of this paper is structured as follows. 
Related work and preliminaries are given in Section 2 
and Section 3. Section 4 and Section 5 present the 
details and experiments of Diff-BPI. Section 6 
concludes this paper.  

2 Related Work 

BPI has the potential to various aspects concerning a 
service process, including reduced execution time and 
cost, and increased consumer satisfaction. There are 
many methods to improve a service process, albeit 
under different titles: process innovation, process 
change, process evolution, and process refactor. 

Pyon et al. [16] present a web-based decision 
support system for business process management 
employing customer complaints and handling data for 
service process improvement. Ghattas et al. [10] 
develop a semi-automated method to improve process 
performance by learning and deriving decision criteria 
formulated as decision rules. Beerepoot et al. [15] spot 
which activities are essential in improvement projects 
based on organizational size, culture and resources. 
They use a multiple case study approach to determine 
how to tackle the improvement organizations of 
different contexts. Attong et al. [17] provide tools, 
agendas and activities detailing each of the six stages 
of BPI. Jin et al. [18] analyzed the real causal relations 
between business tasks based on data operation 
dependency analysis, and refactored business process 
models with process mining technology. In this way, 
some sequence structures could be refactored to 
parallel structures, and the efficiency of business 
processing could be correspondingly improved. 

Griesberger et al. [19] analyze the existing BPI 
techniques and give hints about how to select a suitable 
method for a specific improvement situation. Yousfi et 
al. [20] propose a BPI technique based on ubiquitous 
computing, which positively impacts the process 
performance metrics. They later introduce ubiquitous 
decision-aware business processes and explain how to 
use these processes for improvement [9]. Seethamraju 
et al. [21] explain the importance and role of process 
knowledge in the BPI methodology with the help of a 
case study. Sallos et al. [22] propose a business process 
improvement framework for knowledge-intensive 
entrepreneurial ventures, which integrates critical 
concepts from the knowledge-intensity and knowledge 
management literature. Iren et al. [23] proposed an 
approach to facilitate BPI by providing analytical 
capabilities to detect and resolve requirement conflicts, 
analyze impacts, and develop actionable BPI plans. 
Based on the fundamental assumption of improvement 
in BPM, i.e., redesigns deliver refined and improved 
versions of business processes, Satyal et al. [24] 
proposed a middle ground through shadow testing, 
where a new process version can be simulated using 
historical data from the old version.  

Most existing methods manually or semi-automatically 
analyze the processes and improve them by identifying 
areas that can increase effectiveness and efficiency, 
heavily relying on human knowledge and experience. 
Due to the differences in knowledge and experience 
among different experts, the diagnoses made by 
different experts may be different, leading to 
inconsistency in the diagnosis results. Specifically, the 
manual or semi-automatic methods will spend plenty 
of time and cost to improve the process, which is 
inefficient and the results cannot be guaranteed. In this 
paper, Diff-BPI automatically construct an improved 
service process based on the existing versions of a 
service process with better performance than the 
existing versions of this service process, which can 
increase the efficiency of service process improvement. 

3 Preliminaries 

This section presents a set of preliminaries that are 
important to set the stage for understanding Diff-BPI. 

3.1 Service Process Modeling 

A service process’s structure can be modeled as a 
business process, described by a directed graph 
denoted as a tuple P = (T, G, E), where 

(1) T = {t1, ..., tn} is the task node set. 
(2) G = {g1, ..., gm} represents a gateway node set 

including six types: “And-split”, “And-join”, “Xor-
split”, “Xor-join”, “Loop-split”, “Loop-join”. 

(3) E is a set of directed edges, where each edge 
connects two nodes m, n ∈ T ∪ G. 

There are four basic control flow patterns in a 
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service process: 
(1) Sequential pattern, where each task in it has 

exactly one incoming and one outgoing edge. 
(2) Parallel pattern, which starts from “And-split” 

and ends at “And-join”, all tasks in it can be parallelly 
executed. 

(3) Conditional pattern that consists of multiple 
branches, which starts from “Xor-split” and ends at 
“Xor-join”, only one branch is allowed to be executed. 

(4) Loop pattern, which starts from “Loop-split” and 

ends at “Loop-join”, the tasks in it can be repeatedly 
executed. 

Figure 1 shows two return goods service processes 
modeled by two business processes. Taking “Service 
process 1” in Figure 1(a) as an example, its task node 
set is {A, B, C, D, E, F}, and its gateway node set is 
{Xor-split, Xor-join}. Besides, “Service process 1” 
contains one conditional pattern that starts from “Xor-
split” and ends at “Xor-join”, and either task E or task 
F can be executed. 

A B C D
Xor-

split

E

F

Xor-

join

A
And-

split

B

C

And-

join
D

Xor-

split

F

Xor-

join

H

 

(a) Service process 1 (b) Service process 2 

Figure 1. Two return goods service processes modeled by business processes, where A: apply for a return, B: 
confirm request, C: verify request, D: agree to return, E: courier pick up, F: self-drop off, H: post express 

3.2 Task-based Process Structure Tree (TPST) 

A service process can be decomposed into a 
hierarchy of sub-processes where each sub-process is a 
single-entry-single-exit fragment, and such a 
decomposition can be organized into a process 
structure tree (PST) [25]. In a PST, a leaf node 
represents an edge in its corresponding service process. 
To facilitate the difference detection, we use a variant 
of PST, i.e., task-based process structure tree (TPST) 
[26]. The features of a TPST are as follows: 
‧ TPST has four types of gateway nodes: Sequence, 

Loop, XOR, and AND, corresponding to the 
sequential, loop, conditional, and parallel pattern in 

a service process. 
‧ The leaf and non-leaf nodes in a TPST separately 

represent the service process’s task nodes and 
control flow patterns. 
Figure 2 shows two TPSTs transformed from two 

service processes in Figure 1. The leaf nodes colored 
blue and non-leaf nodes colored green in “TPST 1” and 
“TPST 2” are separately the task nodes and control 
flow patterns in two service processes. Taking “TPST 
1” in Figure 2(a) as an example, the non-leaf node 
Sequence reveals that the highest abstraction level of 
“Service process 1” is a sequential pattern, XOR and its 
child nodes E and F correspond to a conditional pattern.

A

Sequence

D XOR

g2

B C

E F

g1

 

A

Sequence

AND D XOR

g4 g5

B C H F

g3

 

(a) TPST 1  (b) TPST 2 

Figure 2. Two task-based process structure trees 

3.3 Calculation of Capability Degree 

The capability degree of an engineer is calculated 
based on the satisfaction degrees of service processes 
he has improved. The service satisfaction degree is 
rated by consumers using linguistic variables such as 
“low” and “good”, which effectively represent the 
imprecise information. A linguistic variable can be 

quantified and extended to mathematical operations 
using triangle fuzzy numbers (TFNs) [27]. A TFN can 
be defined as Ã = (al, am, ar), where al and ar denote 
the minimum value and the maximum value, showing 
that Ã is ranged from al to ar, and am = (al + ar) / 2 is 
the highest possible value. For example, the linguistic 
variable set {“Excellent”, “Good”, “Normal”, “Bad”} 
is used to measure the service satisfaction degree, 
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where each linguistic variable is quantified by a TFN 
with three scores (between 0-100): “Excellent” = (85, 
92.5, 100), “Good” = (75, 79.5, 84), “Normal” = (60, 
67, 74), “Bad” = (0, 29.5, 59). 

Usually, the service process improvement requires 
multiple capabilities c1, ..., cn and corresponds to a 
service satisfaction degree SSD. Thus, the degrees of 
c1, ..., cn owned by the engineer who improves this 
service process are scored as SSD. As shown in Figure 
3, “Service process 1” requires two capabilities “write” 
and “compute” to improve it and its service satisfaction 
degree is “Good”. Hence the degrees of “write” and 
“compute” owned by the engineer are both scored as 
“Good”. In addition, each capability degree of an 
engineer is equal to the average of all satisfaction 
degrees of service processes he has performed that 
include this capability. For example, the engineer A 
improved 3 service processes in the past shown in 
Figure 3 with satisfaction degrees “Good” = (75, 79.5, 
84), “Normal” = (60, 67, 74) and “Excellent” = (85, 
92.5, 100), and the capability sets required by these 
three service processes are separately {“write”, 
“compute”}, {“design”, “write”} and {“design”, 
“compute”}. Thus, A’s degrees of “write”, “design” 
and “compute” are (67 + 79.5)/2 = 73.25, (67 + 92.5)/2 
= 79.75, (79.5 + 92.5)/2 = 86, where 79.5, 67, 92.5 are 
separately the mean values of “Good”, “Normal” and 
“Excellent”. Since 73.25 belongs to (60, 74), the 
degree of “write” is “Normal”. Similarly, the degrees 
of “design” and “compute” are “Good” and 
“Excellent”, respectively. 

Improved services
Required 

capabilities

Service 

satisfaction degree 

Service process 1

write

compute

Good

design 

write

Normal

design 

compute

Excellent

Service process 2

Service process 3  

Figure 3. Three improved service processes with 
required capabilities and service satisfaction degree 

Since how to get the capability required for 
improving a service process and owned by an engineer 
is not the focus of our work, we directly use the 
provided capability sets in this paper. Table 1 presents 
an example, meaning that two service processes in 
Figure 1 contain two improvements I1 and I2, and three 
engineers A, B, C can be selected to perform these two 
improvements. The capabilities required for the 
improvements and owned by the engineers are “read”, 

“write” and “compute”, and the capability degree 
corresponds to four TFNs: “Excellent”, “Good”, 
“Normal”, and “Bad”. Taking capability “read” as an 
example, the degree required for I1 is “Normal”, and 
the degree owned by B is “Excellent”. 

Table 1. Capability table 

 I1 I2 A B C 

Read Normal Excellent Normal Excellent Good 

Write Bad Good Normal Excellent Good 

Compute Good Normal Good Good Normal

 

3.4 Cost and Execution Time 

Different staff spends various execution times and 
monetary costs performing the tasks in a service 
process. Thus, an Allocation Table is used to record the 
execution time and monetary cost for each staff to 
perform the tasks. In the Allocation Table, each 
allocation can be defined as <s, task, t, c>, indicating 
that staff s is allocated for executing task task with 
execution time t and monetary cost c. As shown in 
Table 2, it records the allocation for staff and tasks. For 
example, (a, A, 4, 10) in the second row and second 
column shows that staff a spends 4 hours and $10 
performing task A. 

Table 2. Allocation table 

 A B C D E F G H 

a 4,10  5,10   2,10   

b  3,20 2.5,20  5.5,20    

c 2,40   2.5,40  3,40   

d     3,30  2.5,30 3.5,30

 

3.5 Problem Statement 

Given two service processes S1 and S2, Diff-BPI 
constructs all possible candidate improved service 
processes based on combinations of differences 
between S1 and S2, and selects the best improved 
service process Sbest, with the following constraints: (1) 
The quality of improvement and the stability of time 
are separately greater than the given quality of 
improvement Q and stability rate S. (2) The longest 
execution time is not allowed to exceed the given time 
limit T. (3) The execution cost of Sbest is minimal 
among all candidates as well as less than the costs of S1 
and S2.  

4 Diff-BPI Implementation 

This section presents the details of implementing 
Diff-BPI. The main idea is to construct all possible 
candidate improved service processes, filter the 
candidates that do not meet the constraints, and select 
the best one with minimal cost. It consists of three 
phases: (1) Difference Positioning, (2) Improved 
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Service Process Construction and (3) Best Improved 

Service Process Selection. 

4.1 Phase 1: Difference Positioning 

A difference means that two mapped parts in the 
same position of two service processes are different. 
Since the existing difference detection methods [7, 11-
14] just display the compositions of differences and do 
not point out which control flow patterns a difference 
belongs to and in which location, we redefine a 
difference as {[p1, node1, pos1], [p2, node2, pos2]. For 
each part [p, node, pos], node represents the node set in 
this difference part, p is the control flow pattern that 
node belongs to. The positions of node in p are 
recorded in pos, the position of a node is 0 if p is 
unordered, i.e., p is a parallel or conditional pattern. To 
achieve this goal, we transform two service processes 
into their corresponding TPSTs. In this way, we 
traverse each TPST to determine the control flow 
pattern that a difference part belongs to and the 
positions of task nodes in each difference part. 

Figure 2 shows two TPSTs transformed from two 
service processes in Figure 1. There are two 
differences between these two service processes: (1) 
the execution order of B and C in “Service process 1” 
is sequential, while this order becomes parallel in 
“Service process 2”. (2) The conditional pattern in 
“Service process 1” consists of E and F, while it 

consists of H and F in “Service process 2”. These two 
differences can be defined as difference1 = {[g1, {B, C}, 
{2, 3}], [g4, {B, C}, {0, 0}], difference2 = {[g2, {E}, 
{0}], [g5, {H}, {0}]. 

4.2 Phase 2: Improved Service Process 

Construction 

We build all possible candidate improved service 
processes by connecting the same parts and the 
combinations of different parts between two service 
processes in this phase. First, the same parts in two 
service processes are fixed, and we connect every 
combination of different parts to these same parts to 
create all possible candidate improved service 
processes. In this way, we can construct 2n-2 
candidates if there are n differences between two 
service processes, where two input service processes 
are removed. 

For example, there are two differences between 
“Service process 1” and “Service process 2” in Figure 
1, corresponding to 22-2=2 combinations of differences. 
After separately connecting two process differences to 
the same parts in “Service process 1” and “Service 
process 2”, we obtain two candidates “Improved 
Service process 1” and “Improved Service process 2” 
shown in Figure 4. 

A B D
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split

F

Xor-

join
C

H

 

A
And-

split

B

C
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D
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F

Xor-

join

E

 

(a) Improved service process 1 (b) Improved service process 2 

Figure 4. Two candidate improved service processes
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4.3 Phase 3: Best Improved Service Process 

Selection 

In this phase, we propose three metrics: quality of 
improvement (QoI), longest execution time (LET) and 
stability of time (SoT) to filter the candidate improved 

service processes and select the best one with minimal 
cost, which consists of five steps: 

Step 1: Quality of improvement (QoI) calculation. In 
this step, we first calculate the matching degree in 
terms of a capability between an improvement and an 
engineer, then the matching degree in terms of all 
capabilities between each improvement and each 
engineering is computed. Finally, the QoI of a service 
process is calculated depends on the matching degrees 
between improvements and engineers. 

The capability set required for an improvement is 
recorded as I = (I1, ..., In), and we use a TFN 

( , , )l m r

i i i i
I I I I=
�  (1 < i < n) to represent the degree of 

each capability Ii. The capability set owned by an 
engineer is E = (E1, ..., En), where the degree of each Ej 

is represented as a TFN ( , , )l m r

j j j jE E E E=
�  (1 < j < n). 

To select the most suitable engineer for an 
improvement, we propose a metric to calculate the 



1124 Journal of Internet Technology Volume 22 (2021) No.5 

 

matching degree between improvement and engineer, 
including three parts: (1) matching degree in terms of a 
capability between an improvement and an engineer, (2) 
matching degree in terms of the capability set between 
each improvement and each engineer, and (3) the QoI 
of a service process. 

(1) Matching degree in terms of a capability 

between improvement and engineer 

In the first part, Equation (1) is used to calculate the 
matching degree between a capability required for an 
improvement Ii and a capability owned by an engineer 
Ej, where Ii and Ej are represented by two TFNs 

( , , )l m r

i i i i
I I I I=
�  and ( , , )l m r

j j j jE E E E=
� . There are two 

cases: 
Case 1: The matching degree is 0 if l

jE , m

j
E , r

j
E  are 

separately lower than l

i
I , m

i
I , r

i
I . 

Case 2: If l

jE , m

j
E , r

j
E  are separately larger than l

i
I , 

m

i
I , r

i
I , each value in 

j
E�  and 

i
I� is first normalized by 

dividing the highest score of 100 and then the average 
distance of ( l

jE , l

i
I ), ( m

j
E , m

i
I ) and ( r

j
E , r

i
I ) is 

calculated. Finally, the matching degree is one minus 
this average distance. 

Table 3 presents the matching degrees between each 
improvement and each engineer in terms of a specific 
capability “Read”, “Write” or “Compute” shown in 
Table 1. For example, the value in the second row and 
second column of Table 3 shows that the matching 
degree in terms of capability “Write” between I1 and A 
is 0.625. According to Table 1, the capability degree 
required for I1 is “Bad” = (0, 29.5, 59) and owned by A 
is “Normal” = (60, 67, 74). This is the second case of 
Equation (1), so the matching degree between I1 and A 

is equal to 
60 0 67 29.5 74 59 1

1 0.625
100 3

− + − + −
− × = . 

However, since the capability degree owned by 
engineer C is lower than the capability degree required 
for improvement I2, the matching degree between I2 
and C in terms of “Read” is 0. 

Table 3. Matching degrees of all pairs of capability 
degree 

 (I1,A) (I1,B) (I1,C) (I2,A) (I2,B) (I2,C)

Read 1 0.745 0.875 0 1 0 

Write 0.625 0.37 0.5 0 0.87 1 

Compute 1 1 0 0.875 0.875 1 

 
(2) Matching degree in terms of the capability set 

The matching degree between I = (I1, ..., In) and E = 
(E1, ..., En) is calculated by Equation (2), which also 
contains two cases. 

Case 1: The matching degree between I and E is 0 if 
one or more matching degrees between Ii and Ei are 0. 

Case 2: If any matching degree between Ii and Ei is 
larger than 0, i.e., ( , ) 0

i j
md I E∀ > , then the matching 

degree between I and E is the average of md(I1, 
E1), ...,md(In, En). 

Table 4 lists the matching degrees between any 
improvement in {I1, I2} and any engineer in {A,B,C}. 
For example, the matching degree between I1 and A is 
(1 + 0.625 + 1) / 3 = 0.88, while the matching degree 
between I1 and C is 0 since their matching degree in 
terms of capability “compute” is 0. 

Table 4. Matching degrees of all pairs of improvement 
and engineer 

 Improvement I1 Improvement I2 

Engineer A 0.88 0 

Engineer B 0.71 0.92 

Engineer C 0 0 

 

(3) QoI of a service process 

The QoI of an improvement I is the maximum 
matching degree among all matching degrees between 
I and an engineer who performs it, which is denoted as 
MD(I, E)max. The QoI of a service process is the 
average matching degree of all its improvements, 
which can be calculated by Equation (3): 

 
max

1

1
( ) ( , )

N

i

QoI s MD I A
N

=

= ∑  (3) 

As shown in Table 4, the maximum matching 
degrees for I1 and I2, i.e., the QoIs of I1 and I2, are 
separately 0.88 and 0.92, which means that engineers 
A and B are assigned to perform them. Since 
“Improved service process 1” and “Improved service 
process 2” separately include improvement I2 and I1, 
their QoIs are 0.92 and 0.88, respectively. 

Step 2: Independent path extraction. We introduce 
the independent path [28] to describe the typical 
behavior in a service process. An independent path is 
any path through a service process that introduces at 
least one new edge or node that is not included in any 
other independent path. We extract independent paths 
from a service process using the existing techniques 
[29]. For example, the independent paths of two 
improved service processes in Figure 4 are {ABCDH, 
ABCDF}and {ABCDE, ABCDF}, respectively. 

Step 3: Longest execution time (LET) calculation. 

Since a candidate improved service process has 
multiple independent paths {ip1, ..., ipM}, we calculate 
the LET for each candidate based on its independent 
paths. The LET of a candidate is calculates as follows: 
for each task task in an independent path ipj, the LET 
of task is selected according to the Allocation Table 
and the sum of each LET for all tasks in ipj is recorded. 
The LET among all independent paths is selected as 
the LET of this candidate. For example, the 
independent paths of “Improved service process 1” and 
“Improved service process 2” in Figure 4 are separately 
{ABCDH, ABCDF} and {ABCDE, ABCDF}. The 
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allocation for tasks in these two candidate improved 
processes is shown in Table 2. For the independent 
path ABCDH, where the LETs of task A, B, C, D and 
H are 4h, 3h, 5h, 2.5h and 3.5h, so the LET of this 
independent path is 18h. The LET of the independent 
path ABCDF is 17.5h. Thus, the LET of “Improved 
service process 1” is max (18h, 17.5h) = 18h. Similarly, 
the LET of “Improved service process 2” is 18h. 

Step 4: Stability of time (SoT) calculation. The 
independent path set of each candidate improved 
service process is IP = {ip1, ..., ipM}. We use a 
dynamic programming algorithm to compute all 
possible allocations {a1, ..., aN} for staff and task in 
terms of M independent paths. Each allocation ai (1 < i 
< N) produces an execution time ti and a cost ci. In this 
way, we obtain an execution time set T = {t1, ..., tN} 
and a cost set C = {c1, ..., cn} from each candidate 
improved service process. The SoT of T recorded as 
( )TΦ  can be calculated as follows: 

 
i 1 1,

1 ( )
( )

( 1) ( ) | |

N N

j j i i j

avg T
T

N N avg T t t
= = ≠

Φ =
− + −

∑ ∑  (4) 

where avg(T) represents the average execution time of 
T, and the main idea of Equation (4) is to calculate the 
average fluctuation of T by comparing avg(T) with the 
fluctuation of each pair (ti,tj). The allocation in terms of 
staff and task for two candidates in Figure 4 is shown 
in Table 2, and all possible of allocations, execution 
time and execution cost for an independent path are 
described in Table 5. According to Equation (4), the 
SoTs of “Improved service process 1” and “Improved 
service process 2” are separately 0.88 and 0.87. 

Table 5. Allocations, execution time and cost for 
independent paths 

Independent 

Path 
Allocation Execution Time Execution Cost 

abacd 18 110 

abbcd 15.5 120 

cbacd 16 140 
ABCDH 

cbbcd 13.5 150 

abaca 16.5 90 

acacc 17.5 120 

abbca 14 100 

abbcc 15 130 

cbaca 14.5 120 

cbacc 15.5 150 

cbbca 12 130 

ABCDF 

cbbcc 13 160 

abacb 20 100 

abacd 17.5 110 

abbcb 17.5 110 

abbcd 15 120 

cbacb 18 130 

cbacd 15.5 140 

cbbcb 15.5 140 

ABCDE 

cbbcd 13 150 

 

Step 5: Filter strategy design and best improved 

service process selection. In this step, we filter the 
candidate improved service processes that are not meet 
the constrains and select the best one from the rest 
candidates. First, the service processes that their QoIs 
are less than the given QoI Q will not be built. For 
example, only “Improved service process 1” in Figure 
4 is constructed if we set Q to 0.9. Then, the candidates 
that their LETs exceed the given time limit T are 
filtered. For example, the LET of “Improved service 
process 1” in Figure 4 is 18h, so “Improved service 
process 1” is left if we set T to 20h. Next, we compute 
the SoTs of the rest candidates, where the ones that 
their SoTs are less than the given SoT S are filtered. 
For example, “Improved service process 1” is still not 
filtered if we set S to 0.8. Since the SoT calculation 
involves expensive computations of the allocation for 
staff and tasks concerning the candidates’ independent 
paths, the first step of this filter strategy can 
significantly decrease the number of candidate, saving 
the execution time of SoT calculation for filtered 
candidates. 

For the remaining candidates, we compare their 
average execution costs and select the one with 
minimal cost less than the costs of the existing two 
versions. For example, the average cost of “Improved 
service process 1” is $126.7, and the costs of the 
existing two service processes “Service process 1” and 
“Service process 2” in Figure 1 are $125 and $126.7. 
Thus, we fail to build the improved process, because 
the constraint (3) in Problem Statement is not met. 

5 Experimental Evaluation 

This section provides the case study and efficiency 
evaluation of Diff-BPI. All experiments were 
evaluated on a machine with Intel(R) Core(TM) i7-
6650U CPU @ 2.20GHZ 2.21 GHz, running JDK 1.8 
and Windows 10. We use the existing method Pro-Diff 
[14] to detect differences between two business 
processes modeled service processes. Pro-Diff first 
summarizes two groups of difference patterns from the 
node level and control flow level: (1) node edit 
difference patterns, and (2) control flow difference 
patterns. Then, Pro-Diff finds out the difference 
patterns between two business processes at different 
levels of abstraction. In this experiment, we use the 
difference patterns at the lowest level of abstraction. 

5.1 Case Study 

This section discusses how to apply Diff-BPI to 
improve the service process in a real-life scenario. The 
service processes used in this case study are conducted 
based on a mixture of real and synthetic data sets, 
where the real part comes from the process models 
used in the health care domain [30]. We choose one 
service process from the real part and make some 



1126 Journal of Internet Technology Volume 22 (2021) No.5 

 

modifications to it, i.e., remove/insert some nodes and 
edges from/to this service process, to obtain two 
different versions, as shown in Figure 5. The goals of 
V1 and V2 are the same, i.e., a physical examination for 
the patients. Two TPSTs converted from V1 and V2 are 
shown in Figure 6. Table 6 shows the allocation of 

medical staff for V1 and V2, where the units of time 
and cost are separately “minute” and “$”. There are 
three kinds of staff: staff a is receptionist, staff b and c 
are nurses, staff d and e are doctors. We set the given 
quality of improvement Q, stability rate S, and time 
limit T to 0.94, 0.9, 100, respectively. 
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(b) The other version of a service process V2 

Figure 5. Two versions of a service process 
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(a) TPST of V1  (b) TPST of V2 

Figure 6. TPSTs of two service processes in case study 

Table 6. Allocation of case study 

 A B D E F H G I J M P 

a 5,10 1,3 1,2         

b    10,10  15,25 13,50   16,20  

c    5,20 2,4 20,30      

d        20,40 10,50   

e         5,60  15,30 

 
There are four differences between V1 and V2: (A1, 

B1) = {[g1, {B,D}, {2,3}], [g4, {B,D}, {1,2}], (A2, B2)= 
{[g1, {F,E}, {4,5}], [g3, {E,F}, {3,4}], (A3, B3) = {[g1, 
{H,G}, {6,7}], [g5, {H,G}, {0,0}], (A4, B4) = {[g2, 
{J,M}, {0,0}], [g3, {J,M}, {7,8}], which are separately 
colored light blue, green, yellow and purple. These 
four differences correspond to four improvements: I1, 
I2, I3, I4, and the description of these four differences 
are as follows: 

(1) The patient can only select and order the 
examination once in V1, while the patient can select 
and order examination multiple times in V2. 

(2) The patient is first called in and then scheduled 
in V1, while the orders of these two tasks are 
interchanged in V2. 

(3) After the patient is called in and scheduled, this 
patient will be transported and prepared in V1, while 
this patient will be either transported or prepared in V2. 

(4) Creating a report and transporting the patient 
back in V1 can be performed simultaneously while 
sequentially executing these two tasks in V2. 

Table 7 shows the details of the capabilities required 
for the improvements and owned by the engineers. 
According to the matching degrees between all pairs of 
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improvement and engineer shown in Table 8, 
improvements (abbreviated as Imp.) I1, I2, I3, I4 are 
separately assigned to engineers D, A, C, D. This result 
shows that the proposed matching degree metric can 
assign the most suitable engineer to perform the 
improvements. For I2, engineers A, B, C, D can 

improve it, while A is selected with the least waste of 
capability, and other engineers with higher skill levels 
can be assigned to perform the improvements with 
higher capability requirements. Based on these four 
differences, we can construct 14 candidate improved 
service processes P1 - P14. 

Table 7. Capability required for improvements in case study 

Capability Imp. I1 Imp. I2 Imp. I3 Imp. I4 Engineer A Engineer B Engineer C Engineer D Engineer E 

Analysis Excellent Bad Good Good Normal Excellent Excellent Excellent Normal 

Compute Good Normal Good Good Normal Excellent Good Good Bad 

Design Excellent Normal Good Excellent Normal Excellent Good Excellent Good 

 

Table 8. Matching degrees between improvements and 
engineers 

 I1 I2 I3 I4 

A 0 0.875 0 0 

B 0.96 0.62 0.87 0.91 

C 0 0.71 0.96 0 

D 1 0.67 0.91 0.96 

E 0 0 0 0 

 
Table 9 shows the details of 14 candidate improved 

service processes, including the combination of 
differences, the QoI, LET, SoT and execution cost. We 
set the execution time of the loop pattern in V2 to 2, i.e., 
the examination can be selected and ordered twice. We 

first filter the candidates with QoIs less than 0.93, i.e., 
P3, P8, P10 and P14 will not be built. Since the SoTs of 
all rest candidates are larger than 0.9, no candidate in 
the remaining is filtered. Then, the candidates that their 
LETs more than 100 are filtered, so P1, P2 are left, and 
other candidates are filtered. Finally, we calculate the 
average cost of the independent paths for these three 
candidates. Since they have the same average cost of 
$214, anyone of them can be selected as the optimal 
one. The average costs of V1 and V2 are $256.5 and 
$219, so the improved service process has a lower cost 
than any of them. For example, P2 is chosen as the best 
improved service process, as shown in Figure 7. In this 
way, we construct an improved service process with 
better performance than the existing ones. 
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Figure 7. The best improved service process P2 

Table 9. Difference combinations, QoI and LET of each improved service process in case study 

 P1 P2 P3 P4 P5 P6 P7 P8 P9 P10 P11 P12 P13 P14 

Combi

nation 

A1,A2,

B3,B4 

A1,A2,

B3,A4 

A1,B2, 

B3,B4 

B1,A2, 

B3,A4 

B1,B2,

A3,A4

B1,B2, 

A3,B4

B1,A2, 

A3,B4 

A1,B2, 

A3,B4 

A1,A2, 

A3,B4 

A1,B2,

A3,A4 

B1,B2, 

B3,A4 

B1,A2, 

B3,B4 

B1,A2,

A3,A4 

A1,B2,

B3,A4 

QoI 0.96 0.96 0.93 0.98 0.94 0.95 0.98 0.92 0.96 0.88 0.95 0.96 1 0.92 

LET 100 100 - 102 115 115 115 - 113 - 102 102 115 - 

SoT 0.943 0.943 - - - - - - - - - - - - 

Cost 214 214 - - - - - - - - - - - - 

 

5.2 Efficiency Evaluation 

In this section, we first evaluate the efficiency of 
Diff-BPI in terms of the running time for a pair of 
service processes, where the difference detection and 
independent path extraction are implemented based on 
[14] and [29]. Then, the running time in terms of 
comparing a given version of a service process with 
other versions in a repository is studied. The 
experiments in this section are based on a mixture of 
real and synthetic data sets, where the real parts come 

from an existing data set of IBM [31]. The synthetic 
part is some modifications made on the real parts for 
the sake of evaluations, i.e., remove/insert some nodes 
and some edges from/to the models. In this way, we 
build four data sets as follows: 

(1) Six business process modeled service processes 
T1 - T6 with the same number of independent path and 
difference, and their task numbers are 30, 10, 20, 30, 
40, 50, respectively. 

(2) A service process repository consists of 30 
service processes. 
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(3) Five service processes T7 - T11 have the same 
number of task and difference, while their independent 
path numbers are 2, 4, 6, 8, 10, respectively. 

(4) Six service processes T12 - T17 with the same 
number of task and independent path, the numbers of 
difference between each service process in T13 - T17 
and T12 are ranged from 2, 3, 4, 5, 6. 

Figure 8(a) applies the first data set to study the 
impact of task number on the running time of Diff-BPI, 
where T2 - T6 are separately compared with T1. The 
numbers of difference between each compared pair of 
service processes are the same. Figure 8(b) uses T1 and 
the third data set to evaluate the impact of independent 
path number on the running time of Diff-BPI, where T7 
- T11 are compared with T1 one by one. From Figure 
8(a) and Figure 8(b) we can see that the running time is 
slightly growing as the task number is getting larger, 
while the running time is dramatically growing with 
the independent path number becomes larger. The 
reason behind this is that more task nodes cause more 
time for processing the task nodes. The more 
independent path in a service process, the more time 
for allocating staff to tasks include, leading to more 
time spent in longest execution time and stability of 
time calculation. 

  

(a) Vary task number (b) Vary independent path

Figure 8. Efficiency evaluation results for two service  

In Figure 9(a), T2 - T6 with different task numbers 
are used to compare with the service process repository. 
Figure 9(b) applies T7 - T11 with different independent 
paths to compare with the service process repository. 
In Figure 9(c), 5, 10, 15, 20, 25, 30 service processes in 
the service process repository are separately compared 
with T1. Figure 9(a) and Figure 9(b) shows that the 
total running time spent by Diff-BPI increases 
approximately linearly as the number of task nodes or 
independent paths goes up. We can observe that the 
change of independent path number is more sensitive 
than the change of task number in terms of running 
time. This is because the more independent paths lead 
to more time spent in longest execution time and 
stability of time calculation. 

   

(a) Vary task number (b) Vary independent path (c) Vary repository size 

Figure 9. Efficiency evaluation results based on the repository 

Figure 10 result between with filter and without 
filter compares the results with and without filter 
strategy using the fourth data set, where the impact of 
numbers of difference between two service processes 
on the running time of Diff-BPI is studied. We can 
observe that the execution time increases nearly 
exponentially concerning the difference number 
between a couple of service processes before using the 
filter strategy. It is because that we calculate all metrics 
for every candidate, and the optimal one is selected 
from all candidates, which is time-consuming. While 
once we use the filter strategy, the execution time 
significantly decreases. For example, the execution 
time of using filter decreases by approximately 20% 
compared with no filter strategy when the difference 
number between two versions of a service process is 
more than 3. The reason behind this is that the filter 
strategy can significantly decrease the number of 

candidate improved service processes. Notably, the 
running time for LET and SoT calculation about the 
filtered candidates is saved. The results show that the 
filter strategy saves time for building the improved 
service process. 

 

Figure 10. Comparison result between with filter and 
without filter 
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6 Conclusion 

This paper aims for the consumer to receive the best 
service process from the service vendors. Therefore, 
this paper proposes Diff-BPI, a difference detection 
based BPI method for improving service processes. 
Diff-BPI can construct an improved service process 
with better performance than its existing two versions. 
A case study is conducted on a pair of service 
processes in a real-life scenario to show the practical 
use of Diff-BPI, and the efficiency evaluation reveals 
the effectiveness and extensibility. The limitation of 
this paper is that the proposed method is too simple to 
satisfy the real requirements. In the future, we will 
consider more kinds of differences between two 
service processes and more real BPI requirements to 
deal with practical problems. Besides, the 
reinforcement learning methods will be introduced to 
schedule the service process resource with resource 
constraints. 
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