Design and Implementation of Autonomous Path Planning for Intelligent Vehicle
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Abstract

With the development of artificial intelligence, the position of intelligent car in social life has become particularly important. The autonomous path of the smart car is divided into long distance and short distance. In order to improve the autonomous path planning ability of the smart car, we use WIFI to control the mobile end of the smart car, carry out autonomous tracking and autonomous obstacle avoidance in the short distance, and realize the optimization of the shortest path algorithm based on Dijkstra algorithm in the long distance. Based on the Raspberry Pi development board, the environment is installed and configured, the infrared sensor is used as the ranging device, and the optical code plate is used as the directional sensor of the car body bearing reckoning, and the motion control model of the smart car is established. The artificial potential field path planning method is used to realize the autonomous obstacle avoidance, optimal path searching and mobile terminal control of the intelligent car. The experimental results show that our design is efficient. And it has practical application value for fire truck path planning, remote control system, etc.
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1 Introduction

The main algorithms for path planning at home and abroad are as follows artificial potential field method, fuzzy logic algorithm, ant colony algorithm, neural network algorithm, genetic algorithm and A* algorithm.

Artificial potential field method [1] is a robot path planning algorithm proposed by Khatib, and it is a virtual force method. Its advantages are smooth and safe, but there is a local optimal problem. Fuzzy logic algorithm [2] is a planning algorithm based on human prior experience. It simulates the driver’s driving experience, combines his physiological perception with action, and obtains the planning information by looking up the table according to the sensor information implemented by the system, so as to realize path planning. Ant colony algorithm [3] is a probabilistic algorithm used to find optimal paths. In 1995, Glasius R applied the Hopfield-type [4] topological organization neural network model with nonlinear simulated neurons to the path planning and obstacle avoidance system. The system can quickly provide an appropriate path from any initial position to any target position, and can avoid static and moving obstacles of any shape. Ismail used genetic algorithm to carry out optimal path planning [5] for mobile robots. Compared with the traditional method based on gradient search, the genetic algorithm can adapt to the complex search space, and verified the feasibility of the algorithm. Ferguson D proposed an extended D* algorithm based on A* algorithm [6], which could effectively plan A* more optimized path with linear interpolation and involve less unnecessary turning, thus solving the problem of low path performance of grid generation.

Our main research is the autonomous path planning [7, 13-19] of intelligent car, Autonomous tracking and obstacle avoidance. In this paper, the second chapter introduces the algorithm principle of each module. The third chapter is our design process. The fourth chapter is the experimental results. The fifth chapter is the conclusion.

2 Intelligent Car Working Principle

2.1 The Working Principle of Mobile Terminal Control Module

The main purpose of the mobile terminal control module is to control the movement of the smart car by connecting to the TCP server built on Raspberry Pi at
the client end or the client APP. In reality, there may be one or more clients connected to the TCP server. Therefore, in this module, we will design a TCP concurrent server for multiple clients to connect, in order to avoid conflicts when multiple clients connect to the TCP server at the same time [20-29].

The data flow diagram of this module is shown in Figure 1. After the server builds the TCP concurrent server and starts the service, the client initiates a request connection to the server, and the server is in the listening state at this time. When the client requests the IP address and port number corresponding to the server, the server will accept the client’s connection; At this time, both the client and the server are in the state of sending and receiving data. After the client sends data to the server through the TCP protocol, the server will process the data sent layer by layer, and get the final result. Then, by driving commands to the motor, it can control the movement of the car.

![Figure 1. Module data flow diagram](image)

When multiple clients send data to the server, the server will give each client a different address, and process the data sent by each client respectively, in order to control the movement of the car.

The TCP concurrent server ensures the problem of multi-client operation of the car movement. Compared with the general single-threaded server, it has faster response speed and stronger data processing ability.

### 2.2 The Working Principle of Tracking Module

In this paper, the tracking module we use is TCRT5000, which has a small volume and high sensitivity, and can also adjust the detection range by rotating the above potentiometer. TCRT5000 sensor of infrared emitting diode to continually emit infrared light to the world, when out of the Ir is not reflected by the external environment, the intensity of reflected back or but is is not big enough, the light activated triode will always be in a state of shut off, the output end of the module at this time for low level, indicating diode would have been out of state;

When the detected object appears in the detected range, the infrared ray will be reflected back and when the intensity is large enough, the photosensitive triode will produce saturation, the output end of the module will be high level, indicating diode will be lit. Because black has a strong absorption ability, so when the infrared ray emitted by the infrared tracking sensor irradiates the black line, the black line will absorb the infrared ray, which leads to the photosensitive transistor on the tracking sensor uniformly in the closed state, at this time, an LED on the sensor will be extinguished. When no black line is detected, the two LED on the sensor remain lit [30-37].

The module uses three tracking sensors to detect the position of the black line and send back data to the Raspberry Pi, so that the car can move along the path of the black line. The three tracking sensors are divided into left, center and right. The infrared sensor on the left is used to detect whether there is no black line shadow on the left side of the black line. If the black line shadow is detected on the left side, the car will turn left until the black line shadow is not detected. An infrared sensor in the center detects black line shadows; The infrared sensor on the right is used to detect whether there is no black line shadow on the right side of the black line. If the black line shadow is detected on the right side, the car will turn to the right until the black line shadow is not detected. The motion stops when all three sensors detect the black line shadow.

#### 2.3 The Working Principle Obstacle Avoidance Module

Infrared obstacle avoidance method use a transmitting tube and a receiving tube, receiving tube is used to detect the external infrared receiving strength to judge the distance from the obstacle. Since the external visible light has a great influence on the infrared, the 250Hz signal is used to modulate the 38KHz carrier in order to reduce some external interference. The receiving tube output TTL level, for the MCU signal processing. Using the principle of infrared emission and reception, the emitted infrared rays will be reflected back when they encounter obstacles, and the reflected signal will be demodulated by the infrared receiving tube, and finally the TTL level will be output.

The infrared obstacle avoidance sensor uses the reflection principle of light. The front end of the sensor has two infrared tubes, one is an infrared transmitting tube, another is an infrared receiving tube. After the sensor is powered on, the infrared emitting tube will continuously emit infrared rays of a certain frequency to the front. When the infrared rays encounter obstacles in front, the infrared rays will return and be received by the receiving tube. At this time, OUT will output a low level. If there is no obstacle ahead and the infrared rays are not reflected back, OUT will output a high level.

In this paper, the module uses two obstacle avoidance sensors, through the detection of the location of obstacles, send back data to the raspberry, so that the car can avoid obstacles smoothly. Two obstacle avoidance sensors are located on the left and right side of the car respectively. The infrared sensor
on the left is used to detect whether there is an obstacle on the left side. If the obstacle is detected on the left side, the car will turn right. The sensor on the right is similar to that on the left. The infrared sensor on the right is used to detect whether there is an obstacle on the right. If an obstacle is detected on the right, the car will turn left. When obstacles are detected on both sides, the car will move forward smoothly. If obstacles are detected on both sides, the car will stop, move backwards for a certain position, and then turn left.

3 Autonomous Programming Algorithm

Intelligent car autonomous path planning is the most important work in this paper. In the optimal path planning for the car, it is necessary to find the shortest distance between two points. In this paper, we use Dijkstra [8-9] algorithm to optimize the global path [10-12].

In the autonomous path planning of the intelligent car, on the one hand, the optimal path that the car needs to pass should be calculated; on the other hand, when the car actually passes these paths, it needs to rotate a certain Angle to move in the right direction. Therefore, this module involves two algorithm problems, one is Dijkstra algorithm, another is the turning Angle problem.

3.1 Dijkstra Algorithm

The basic principle of Dijkstra’s algorithm is that each time the shortest point is expanded, the distance of its adjacent points is updated. When all edge weights are positive, there will not be an unextended point with a shorter distance, so the distance of this point will never be changed again, thus ensuring the correctness of the algorithm. However, according to this principle, the graph with the shortest circuit obtained by Dijkstra cannot have a negative weighted edge, because the extension to the negative weighted edge will produce a shorter distance, which may destroy the property that the distance of the updated points will not change.

Suppose that each point has a pair of labels \((w_j, p_j)\), where \(w_j\) is the length of the shortest path from the point of origin S to the point J (the shortest path from the vertex to itself is zero path (the path without an arc), and its length is equal to zero); \(p_j\) is the point before j in the shortest path from s to j. The basic process of solving the shortest path algorithm from the origin point S to the point j is as follows:

1. Initialization. The source node is set as:
   (a) \(w_s = 0, p_s = \) null;
   (b) All other points: \(w_i = \infty, p_i = ?\);
   (c) mark the source node s, k= s, and all other points are set as unmarked.

2. Check the distance from all marked point k to its directly connected unmarked point j, and set:

\[
 w_j = \min(w_j, w_k + d_{kj}) \quad (1)
\]

In the formula, \(d_{kj}\) is the direct connection distance from point k to j.

3. Pick the next point. From all unmarked nodes, select the smallest i in \(w_j\):

\[
 w_i = \min(w_j, \text{all unmarked points } j) \quad (2)
\]

Point i is then selected as a point in the shortest path and set to marked.

4. Find the point before point i. From the marked points, find the point \(j^*\) directly connected to point I, as the previous point, and set: \(i = j^*\).

5. Mark point i. If all the points are marked, the algorithm is fully deduced; otherwise, k= i, go to 2) and continue.

3.2 Steering Angle Problem Algorithm

The basic process of car steering Angle calculation is as follows:

1. Because the starting point of the car is different from other points and has its own particularity, the starting point is calculated separately from other points here. Two coordinate points are used to calculate the included Angle of the starting point, and three points are used to calculate the remaining points. The Angle between the starting point: The Angle between the starting point is calculated using the starting point coordinates \((x1, y1)\) and the coordinates of the next point to be reached \((x2, y2)\). The starting point, the next point that is about to arrive and the X axis can form a right triangle. The tangent value of this Angle, TanSeta, can be obtained by using the starting point and the point that is about to arrive, and the included Angle, Seta, can be obtained by using the arctangent function:

\[
 \tan Seta = (y2 - y1)/(x2 - x1) \quad (3)
\]

\[
 Seta = \arctan (\tan Seta) \quad (4)
\]

The Angle between other points: The Angle between other points is calculated using the previous point \((x1, y1)\), the current point \((x2, y2)\), and the next point to pass through \((x3, y3)\). After passing the starting point, the coordinate axis changes with the direction of the car’s movement, so the Angle of the current point in the irregular triangle surrounded by these three points is calculated, that is, the Angle is obtained by using the law of inverse cosines, and then the Angle is subtracted by 180 degrees to get the desired turning Angle:

\[
 Seta = \arccos((b* b - a* a - c* c)/(2* a* c)) \quad (5)
\]

Where, a, b, and c are the lengths of the sides corresponding to the three points in the triangle.

2. Calculate the direction of car rotation (turn left or turn right)

If the y-coordinate of the current point is greater than the y-coordinate of the next approaching point,
turn right. Otherwise, turn left.

(3) Calculate the time required for car rotation: According to the solution of rotation Angle, car speed and car radius \( r = 14.2 \text{cm} \) to calculate the car rotation time, using the following formula:

\[
time = \frac{\text{seta} \times r}{v}
\]  

4 Software Design

4.1 Server Software Design

After the smart car is powered on, the Raspberry Pi server opens the service function to the outside, constantly listens for the operation instructions sent by the client, and controls the car to move. This module is developed with C language and adopts a structured design method. Its software flow design is shown in Figure 2.

![Figure 2. Server software flow design](image)

The realization of the module is first on the server to create a streaming socket, through the bind function will be the server’s IP address and port to bind to a socket file descriptors, and then use the connect function to connect the server, if the server has been open to the specified port, the client can connect the server, then through the recv and send function to receive or send instruction, and then to a server-side processing.

4.2 Client Software Design

The flow chart of the client software of the mobile terminal control module is shown in Figure 3.

![Figure 3. Client software flow](image)

The module created the first create a streaming socket, through the bind function will be the server’s IP address and port to bind to a socket file descriptors, and then use the connect function to connect the server, if the server has been open to the specified port, the client can connect the server, then through the recv and send function to receive or send instruction, and then to a server-side processing.

4.3 Track Module Software Design

The intelligent car starts to run from the starting point, and the three tracking sensors at the bottom of the car detect the predetermined track. When the black line is collected by the sensor, the data will be quickly transmitted to the development board for judgment, and the motion state of the car will be adjusted appropriately. Car in the absence of black line will be free to move, undisturbed. The tracking module is developed using Python language, and its software design flow chart is shown in Figure 4(a).
4.4 Obstacle Avoidance Module Software Design

After the smart car starts, a pair of obstacle avoidance sensors on the car will start working. When the sensor detects an obstacle to the car’s movement, the data will be sent to the development board for judgment. After the data is processed, the direction of the car’s movement will be adjusted. The car will move freely in the absence of obstacles and will not be disturbed. The obstacle avoidance module is developed in Python language, and its software design flow chart is shown in Figure 4(b).

![Flow Chart](image)

Figure 4.

(a) Tracing module software design flow chart  
(b) Obstacle avoidance module software design flow chart

4.5 Global Path Planning Process

Intelligent car global path planning is the top priority in this paper. After starting the function of global path planning, the system needs to store the matrix of global path information for the car according to the path set by the car in advance, and then dynamically input the starting point and end point of the car through the terminal, and use the pre-designed Dijkstra algorithm to calculate the optimal path that the car needs to pass. The trolley traverses each node in the optimal path. For the starting node, the car will use the current node and the next node to arrive to calculate the rotation Angle and rotation direction of the car; For other nodes, the car will use the current node, the previous node and the next node to calculate the rotation Angle and rotation direction of the car. In the program, the car will continuously make cyclic judgment on the optimal path node, and the car will not stop moving until the end of the cyclic traversal of the optimal path node. See Figure 5.

![Flow Chart](image)

Figure 5. Path planning process design flow chart

5 Experimental Result

The software interface of controlling the Raspberry
The mobile terminal first connects to the WIFI hotspot of the Raspberry Pi development board. After opening the software, set the WIFI icon (as shown in Figure 7), set the control address TCP/IP and control port of the server, and click Save to control the basic movement of the smart car.

As shown in Figure 8, the connection is successful, and the current connection mode in the interface will display “TCP/IP”, Connected. After clicking gravity sensing, gravity sensing can also be used to control the movement of the smart car.

Through the experimental test, the intelligent car can drive normally through the detection of the black line and completely pass the whole black line. When the car encounters the T-intersection, the three sensors detect the black line and stop moving. The experimental test results reach the design goal. There are also some errors in the experiment: if the car is given a higher speed, it may be because the sensor just detected the black line, but the car rushed out of the black line because of the inertial velocity, so that the car can not move according to the predetermined route; In addition, if the tracking sensor is not sensitive, it will also lead to the car can not move according to the predetermined route.

### 5.2 Vehicle Obstacle Avoidance

The obstacle avoidance module of intelligent car detects obstacles through two obstacle avoidance sensors of the car so as to control the car’s movement. The effect is shown in Figure 8. After the experiment test, the intelligent car can avoid all obstacles to move smoothly. When a sensor on the left detects an obstacle, the car rotates to the right; When a sensor on the right detects an obstacle, the car rotates to the left; When obstacles are detected on both sides, the car will retreat one after another, and then rotate to the left until all obstacles are successfully avoided. The experimental test results meet the design requirements and have reached the expected design objectives. This module design also has some errors: for example, when the car encounters the corner, the car may not be able to avoid the corner due to the limited detection range of the infrared sensor and the car body is too long.

The result is shown in Figure 10.

---

**Figure 6.** Mobile terminal control interface diagram

**Figure 7.** Setting up TCP/IP and ports

**Figure 8.** Successfully connected Raspberry Pi

**Figure 9.** Vehicle tracking path

**Figure 10.** Obstacle avoidance of trolley
5.3 Autonomous Path Planning

The autonomous path planning of the intelligent car utilizes Dijkstra algorithm to optimize the path of the car. After calculating the optimal path that the car needs to run, it saves it and moves according to the optimal path. Here we take node A as the starting point and node D as the end point. By comparing the results calculated by the algorithm program with the results calculated by hand, the results are completely consistent.

The final path optimization result from node A to node D is:

\[
<0, 0, 0, 0>, <11.0, -4.0>, \\
<7.0, -9.0>, <12.0, -9.0>]

Its time complexity is O(n2), where n represents the number of nodes in the graph. The physical test of the path optimization of the smart car is as follows Figure 11.

After testing, the car can pass the optimal path from point A to point D correctly according to the design goal. The system test results meet the design requirements and achieve the expected goal.

Similarly, some problems have also been found in the process of system implementation and testing: The smoothness of the ground may affect the running position of the car, and relative deviation may occur.

6 Conclusion

Through the independent design and test of each module of the intelligent car, the ideal results have been achieved. This paper mainly introduces each module and its working principle, and at the same time expounds the algorithm of autonomous path planning and its algorithm idea. At the same time, according to the requirements of the functional modules to be realized in the intelligent car system, the flow chart of each module is designed respectively, and the corresponding software is developed according to the flow chart. And the realization and test of each module function of the car, and its error is analyzed. Through the research on the global path planning of intelligent car, it can make great contributions to the application scenarios of fire truck path planning, remote control system and so on.
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