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Abstract 

Electronic health record system (EHRs) has become an 

important part of medical system, which has more 

meaningful benefits compared with paper-based records. 

However, how to conduct secure fine-grained access 

control remains challenging. Although ciphertext-policy 

attribute-based encryption (CP-ABE) is a promising 

candidate for solving the above challenges. It is still not 

suitable for EHRs when considering privacy preserving. 

The access policy is uploaded to cloud in plaintext form, 

which may leak sensitive personal privacy. In this paper, 

we present a secure fine-grained attribute-based access 

control with hidden policy for electronic health record 

system. In the proposed scheme, a novel attribute name 

randomization scheme is designed to randomize each 

entity’s attribute names. Therefore, each entity’s attribute 

name set is different and unreadable. In addition, we 

utilize garbled bloom filter (GBF) to hide necessary 

values which are used to help decrypt ciphertext. At the 

same time, only user has corresponding secret keys can 

he reveal the hidden values. Moreover, security and 

performance analysis demonstrate that our scheme is 

secure and privacy-preserving with low overhead.  

Keywords: Electronic health record system, CP-ABE, 

Access control, Hidden policy 

1 Introduction 

To date, the development of information technology 

has raised health care system [1-4] to a new height. In 

response to this trend, progressively more medical 

treatment records are recorded digitally and stored in 

electronic equipment. And traditional paper-based 

records are replaced by electronic health record (EHR) 

[5] gradually. EHR is a series of collection of patient’s 

digital medical information. The electronic health 

record system (EHRs) can be shared or researched 

between medical institutions or scientific research 

institution. EHRs can manage patient data more 

efficiently [6]. It also greatly improves the efficiency 

and quality of health care services. More importantly, 

EHRs can meaningfully improve patient safety, 

providing full data chart to help doctor diagnose 

patient condition.  

In order to realize secure and efficient patient data 

sharing [7], it is necessary to set strict access control in 

EHRs [8]. According to the feature of patient data, it 

contains many various data form which can be 

classified by different attributes. In addition, the data 

owner does not know the identity information of 

decryptor in advance. In another word, data owner 

does not know exactly which entity he wants to share 

his sensitive health data with. He may be only known 

that the receiver should satisfy some certain conditions. 

Under such condition, ciphertext-policy attribute-based 

encryption (CP-ABE) [9-12] becomes a suitable 

solution for the above challenges. CP-ABE grants data 

owner the ability to encrypt data under specified access 

policy, so that ciphertext cloud only be decrypted by 

some user whose attributes satisfy access policy. CP-

ABE greatly enriches the flexibility of encryption 

strategies [13-14]. It is also a fine-grained one-to-many 

data sharing pattern. Therefore, CP-ABE based access 

control scheme can achieve the purpose of protecting 

patient sensitive data in EHR system. 

However, the existing CP-ABE based access control 

schemes are flawed in terms of privacy protection [15-

20]. Access policy contains a series of descriptive 

information. And it is uploaded to cloud in plaintext 

form along with ciphertext. This issue is especially 

important in EHRs. It may leak patient sensitive 

information. For instance, patient A encrypts his data 

under access policy “(otitis media AND varicose veins) 

OR ENT doctors OR vascular surgery doctors”. This 

access policy shows that patient A has two types of 

diseases. Anyone who can access EHRs can see this 

access policy and infer that patient A may suffer from 

some physical illness, which leaks sensitive privacy 

information. This behavior seriously violates the 

patient’s privacy rights. Hereafter, although some 

access control schemes with privacy preserving have 
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been researched [21-23], a secure and fine-grained 

scheme with hidden policy is still to be developed. 

Some policy hidden schemes [24-25] only hide 

attribute values, but the attribute names are still 

exposed to the public. Malicious entities can still 

analyze sensitive privacy information in non-negligible 

probability. What’s more, most of the above schemes 

do not support complicated access structures. 

Thus, this motivates us to design a secure fine-

grained attribute-based access control with hidden 

policy for EHR system, which could solve above 

problems. Note that, the access policy is expressed by 

linear secret sharing scheme (LSSS) [26]. The 

contributions of the proposed scheme can be concluded 

as follows: 

(1) We utilize chameleon hash function to design 

attribute name randomization scheme, which is used to 

hide the true attribute names and randomize them. 

According to this scheme, central authority (CA) can 

randomize initial attribute names to assign each data 

owner and user special attribute names. And the 

randomized attribute names which in processed from 

the same initial attribute names correspond to the same 

attribute value. 

(2) A novel attribute garbled bloom filter (GBF) is 

designed to replace the mapping function ρin LSSS 

access structure ( , )M ρ . There are no attribute name 

nor value in GBF. This attribute GBF also support 

expressive access policy. 

(3) Due to the use of one-way anonymous key 

agreement, the proposed scheme can realize efficient 

secret parameter reconstruction. We use one-way 

anonymous key agreement to generate intermediate 

keys which correspond to attribute names. The 

intermediate keys are the values which are inserted into 

the above designed GBF. Only the user has the 

corresponding secret keys, can he/she reconstruct the 

intermediate keys which could further help user 

reconstruct secret parameter. 

We will now explain the layout for the remaining of 

this paper. In the next three sections (i.e. Sections 2 to 

3), we will briefly describe the relevant background 

materials, and the problem statement. In Section 4, we 

will present our proposed scheme. The security and 

performance analysis of the proposed scheme are given 

in Sections 5 and 6. This paper is concluded in the last 

section. 

2 Background Materials 

2.1 Chameleon Hash Functions 

We introduce chameleon hash functions as it is 

described in [27]. Not like common hash functions, 

chameleon hash functions are a trapdoor collision 

resistant hash function. It has a special key pair 

( , )
CH CH

pk sk . Public key 
CH

pk  is utilized to generate 

hash value for each input. Secret key 
CH

sk  can be 

utilized to easily find collisions for given hash value. A 

chameleon hash function has the following polynomial 

time algorithms:. 

(1) SPGen(k) → SP. It takes a security parameter k 

as input. Then, it outputs the system parameters SP. 

(2) KeyGen(SP) → ( , )
CH CH

pk sk . It takes system 

parameters SP as input. Then, this algorithm generates 

a trapdoor key pair ( , )
CH CH

pk sk . 

(3) ( , , )
CH CH CH

H pk m r  →  h. It takes public key 

CH
pk , a message m, and an auxiliary random integer 

*

CH qr Z∈  as input. Then, it generates hash value h. 

(4) ComputeCollision ( , , , )
CH CH

sk m r m′  →  
CH
r′ . 

This algorithm takes secret key 
CH

sk , a message m, an 

auxiliary random integer 
CH
r  as input. Then, it 

generates a new auxiliary random integer 
CH
r′  which 

satisfy ( , , ) ( , , )
CH CH CH CH CH CH

H pk m r H pk m r′ ′= . 

A secure chameleon hash function has the properties 

of collision resistance and semantic security. 

2.2 Garbled Bloom Filters 

GBF is a variant of Bloom filters [28] and 

incorporates (k, k) secret sharing scheme. With the 

help of [29], the construction of GBF is described as 

follows: 

(1) Initialization. Create an array of m bit strings, 

whose index numbers over the range [0, m-1]. Each 

element in GBF is λ bit, where λ is security parameter. 

And they firstly are set to NULL. Choose k 

independent uniform hash functions *:{0,1}
i

H  → 

[0, 1], 1 .m i k− ∀ ≤ ≤  The i-th element in GBF is 

represented as GBF[i]. 

(2) Insert. For element x S∈  which will be added to 

GBF, it is mapped to k positions which are computed 

as 
[1, ]

( )
i i k

H x
∈

 in turn. Write down the position idx 

whose λ bit is NULL after the first hash. For the 

hashed position after this, if the corresponding string is 

empty, we randomly set it to a string of length λ. 

Otherwise, it remains unchanged. We XOR the above 

strings other than the string labeled position idx. Then, 

we XOR the result with element x. The finally result is 

assigned to GBF [idx]. After inserting all elements, all 

the GBF [i] which are not assigned any string will be 

assigned random string. 

The construction of attribute GBF in our scheme 

which is expressed by GBFBuild ( , )M ρ  algorithm is 

similar to above. The process of GBF can refer to 

Figure 1. 
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Figure 1. Garbled bloom filter 

3 Problem Statement 

3.1 System Model 

Figure 2 describes our proposed scheme, which has 

four entities. Namely, there are cloud servers, central 

authority (CA), data owners (DOs) and users. 

 

Figure 2. System model 

Cloud servers provide electronic health record storage 

service. It is not fully trusted here. It is honest but 

curious. 

Central authority initializes the whole system. And it 

is fully trusted here. In EHRs, it may be led by 

government or social public health agency. 

Data owners are the data source in EHRs. They 

encrypt their data and upload them to cloud servers. 

They may play the role of patient or doctor. They are 

fully trusted in EHR system. 

Users are data consumers in EHRs. They are not fully 

trusted in EHR system. They may collude together to 

decrypt ciphertext. 

3.2 Security Assumption 

Decisional q -Parallel Bilinear Diffie-Hellman 

Exponent Assumption (Decisional q-BDHE [11]): The 

description of q-BDHE is as follows. Let p be the 

prime order of group G . And randomly select 

1 2
, , , ,...,

pq
a s b b b ∈Z . If an adversary is given y =

�
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2 2
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1

( , )
q

Sa

e g g
+

∈
T

G  

from a random element in 
T

G . 

An algorithm B that outputs {0,1}z∈  has advantage 

∈ in dealing with decisional q-BDHE in G  if 
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We say that the Decisional q -BDHE assumption 

holds if no adversary can work out the decisional q-

BDHE problem in polynomial time with a non-

negligible advantage. 

4 The Proposed Scheme 

4.1 High-level Overview 

CA firstly initialize the whole system and deal with 

registration tasks. When DOs and users register with 

CA, CA executes the attribute name randomization 

scheme to randomize each entity’s initial attribute 

names to assign each entity the corresponding unique 

attribute names. DOs adaptively choose a symmetric 

encryption algorithm to encrypt data. Then, DOs 

encrypt the symmetric key under CP-ABE. For each 

attribute in access policy ( , )M ρ , DOs utilize one-way 

anonymous key agreement to generate intermediate 

key for each attribute name. After that, DOs hash 

intermediate keys instead of attribute names to 

construct GBF. The access policy ( , )M ρ  is replaced 

as (M, GBF). Once user wants to decrypt ciphertext, he 

firstly utilizes his own secret key to compute 

intermediate key. Then, he searches GBF to check 

whether he can further decrypt ciphertext. In the whole 

process, the access structure is fully protected. 

4.2 System Setup 

CA chooses two cyclic multiplicative groups 
1

G  

and 
2

G . All of them have the same prime order p. A 

generator g∈
1

G  is randomly selected. Let :e
1 1
×G G  

→ 
2

G  be a binary map. Then, CA randomly selects a 

and α ∈
p

Z . For each initial attribute name 

( 1,2, , )
i

ATName i n= … , CA randomly selects the 

corresponding attribute value 
i

d ∈
1

G . The initial 

attribute name is the widely accepted official attribute 

naming rule, for example, the attribute “psychologist, 

heart disease, patient, depression and cough” and so on. 

CA selects k secure strong collusion-resistant hash 

functions ( ) :
i

H  
1

G  → [0, 1], 1
GBF
L i k− ∀ ≤ ≤ , where 

GBF
L  is the maximum index number. 

CA publishes public key as Eq. (1). 
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1 2

1

11 2

{ , ,...,

( , ) , , ( ), ,...,

, , , , , ( ) ,..., ( )}

n

CH n

GBF k

PK ATName ATName ATName

e g g H hash d d

g g L H H

α

α

=

G G

 (1) 

CA sets master secret key MSK g
α

= . 

4.3 Attribute Name Randomization Scheme 

Another mission of CA is to deal with each entity’s 

registration process and execute attribute name 

randomization scheme.  

CA selects a secure chameleon hash function 
*{0,1}

CH
H  → 

1
G . CA runs the SPGen(k) and KeyGen 

(SP) algorithm to generate chameleon hash key pair 

( , )
CH CH

pk sk . 

When user registers with CA, CA will assign a 

unique identity 
j

GID . According to the initial attribute 

names where the total number is n owned by user 

,
j

GID  CA randomize each one as follows. CA 

calculates ( , || , ).
CH CH i i Inti

H pk ATName d r  Then, CA 

randomly selects auxiliary integer (1 )
i
r i n≤ ≤  and 

utilizes chameleon hash secret key 
CH

sk  to run 

ComputeCollision ( , || , , )
CH i i Inti i

sk ATName d r r  to find 

the string *

,
{0,1} (1 )

j i
RT i n∈ ≤ ≤ , so that a collision is 

successfully found. Finally, user’s attribute names are 

randomized as 
,j i

RT . The corresponding auxiliary 

integers 
i
r  are also sent to user. So, user has attribute 

value 
i

d , the corresponding randomized attribute 

names 
,j i

RT  and auxiliary integers 
i
r , where 

(1 )i n≤ ≤ . For simplicity, we utilize 
,

( )
CH j i

H RT  to 

represent 
,

( , , )
CH CH j i i

H pk RT r  which is equal to 

( , || , )
CH i i Inti

pk ATName d r . Here DO also needs to 

register with CA to acquire his identity dojGID , his 

randomized attribute names 
,doj iRT , the corresponding 

attribute values 
i

d , 
,

( )CH doj iH RT  and auxiliary integers 

doi
r , where (1 )i n≤ ≤ . Each entity’s attribute set is 

expressed as 
jGID

S  or 
dojGID

S  according to their roles. 

4.4 Encryption Phase 

First, DO whose identity string is dojGID  randomly 

selects number µ∈
2

G  in secret. Then, DO encrypts 

data M by using symmetric encryption algorithm under 

the selected symmetric key µ . After this, DO will 

encrypt symmetric key µ  under CP-ABE algorithm 

and generate the initial ciphertext. DO formulates the 

access policy A  according to his own interest. Then, 

DO turns access policy A  into LSSS access structure 

( , )M ρ . As we introduce above, M is an l ×n matrix. 

ρ  is a injective function which maps each row of M  

to attributes. DO randomly selects 
2

, , ,
n

x y y ∈…

q
Z  in 

secret. Then, a vector 
2

( , , , )
n

v s y y=

�

…  is constructed 

by DO. At the same time, each 
i i

M vλ =

� ┬

is computed, 

where i=1, 2, …, l. Finally, DO randomly selects 

1 2
, , ,

l
r r r ∈…

p
Z  and utilizes PK to generate the 

following initial ciphertext as Eq. (2). 

 
( )

( ), ( , ) ,

1 , ( ) ,i i i

as s

a

i i i

ES M C e g g C g

i to l C g d D g

δ

λ γ λ

ρ

µ

−

′= =

∀ = = ⋅ =

 (2) 

Then, DO utilizes secret parameter s which is 

selected in first step to compute intermediate key 

, ,

(( ) , ( ))a s

RTdoj i CH doj iIK e g H RT=  for each attribute name. 

Following is the GBF construction phase. GBFBuild 

( , )M ρ  → GBF. This algorithm takes access policy 

( , )M ρ  as input, then outputs attribute GBF. 

Following is the detailed process. DO sets a set of 

elements 
1 2

{ || || ... || },
insert n

S row row row=  where 
n

row ∈  

*

q
Z  represents the input of function  and the output of 

( )
n

rowρ  is same, and n is the number of the input 

which has the same corresponding output. According 

to the algorithm defined in [29], DO can construct 

attribute GBF as follows. For each element 
insert

e S∈ , it 

is firstly shared with (k,k) secret sharing scheme. 

Namely, DO randomly generates k-1 λ-bit strings s(i,e), 

where 1 1i k≤ ≤ − . And DO sets 
, 1, 2,

...

k e e e
s s s= ⊕ ⊕  

1,k e
s e

−

⊕ ⊕ . Then, it utilizes hash functions ( )
i

H  and 

intermediate key 
,RTdoj iIK  to compute each position. 

Namely, DO will get the following position for 

element e: 
1 , 2 , ,
( ), ( ),..., ( ),RTdoj i RTdoj i k RTdoj iH IK H IK H IK  

where 
,RTdoj iIK  corresponds to the attribute name 

associated with element e and 
,

( )k RTdoj iH IK  represents 

the position index. At the same time, DO assigns each 

position the corresponding string 
,i e

s .  

Finally, the ciphertext CT is marked as Eq. (3). 

 
( )

( , ) , , ( , ),

1 , ( ) ,i i i

as as

ra

i i i

C e g g C g M GBF

i to l C g d D g
λ λ

ρ

µ

−

′= =

∀ = = ⋅ =
 (3) 

4.5 Key Generation Phase 

When user whose identity string is 
j

GID  wants to 

decrypt ciphertext, he needs to acquire his secret key. 

Firstly, user needs to interact with CA to verify his 

legality. If user is legal, CA will go on to generate 

secret key for user. Then CA will execute KeyGen (PK, 

MSK, GIDjS ) → SK algorithm to generate secret key. It 

takes public key PK, master secret key MSK and s set 

of user’s unique attribute,  
GIDj

S  as input. Then, CA 

randomly selects t∈ *

q
Z  and calculates Eq. (4). 
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,

, ,

, , ( )

a at t

t a

GIDj x x x CH j x

K g g L g

x S K d T H RT

= =

∀ ∈ =

 (4) 

4.6 Decryption Phase 

The registered user can access ciphertext according 

to their interests. But they cannot decrypt ciphertext 

only if their attributes satisfy access policy A . So user 

needs to reveal related parameter embedded in access 

structure (M, GBF). User could decrypt ciphertext like 

follows. 

This phase is the process that user queries the 

attribute GBF to acquire necessary row number 

information, which can be marked as GBFQuery. 

Firstly, user with identity 
j

GID  utilizes ciphertext and 

secret key to reconstruct the intermediate key 

, ,

( , ( ) )s a

RTj i CH j iIK e g H RT=  for each randomized 

attribute name which belongs to him. If 
,

( )CH doj iH RT =  

,

( )CH j iH RT , then 
,RTj i

IK  = 
,RTdoj iIK . For each 

intermediate key 
,

,
RTj i

IK  user calculates the corresponding 

index numbers in attribute GBF with the help of k hash 

functions ( ) 1
n

H n k∀ ≤ ≤ . Namely, user computes the 

following positions: 1 , 2 , ,
( ), ( ),..., ( ).RTj i RTj i k RTj iH IK H IK H IK  

Then, user gets the corresponding strings from these 

positions. After that, user reconstructs the element e: 

1, 2, 1, ,
...

e e k e k e
e s s s s

−

= = ⊕ ⊕ ⊕ =
1, 2, 1,

...

e e k e
s s s

−

⊕ ⊕ ⊕ ⊕  

1, 2, 1,
... .

e e k e
s s s e

−

⊕ ⊕ ⊕ ⊕  Therefore, user can reveal 

the row number information embedded in e, where 

1 2
{ || || ... || }.

n
e row row row=  Finally, user can construct 

his attribute matrix 
U

M  which is a sub-matrix of M 

according to the revealed row number information. The 

attributes in matrix 
U

M  make up the set 
GIDj

S ′ . Note 

that, the whole mapping function ρ is still kept secret. 

If user has all attributes in access policy A , he still 

cannot determine whether he has all attributes in 

specified attribute GBF due to our attribute name 

randomization scheme and intermediate key scheme. 

If user’s attribute matrix 
U

M  satisfy the hidden 

access policy ( , )M ρ , then vector (1,0, ,0)e =

�

…  is in 

the span of matrix 
U

M . Then user can compute 

constant set { }
i i l

ω
∈

 in polynomial time, where 

1 2 | |( , ,... )
l U

e Mω ω ω=

�

. After that, user can reconstruct 

secret parameter s: s=(1, 0, …, 0) 
2

( , ,..., )
n

s y y⋅

┬

. With 

the above parameters, user can reveal symmetric key 

µ  with Eq. (5). 

 ( )

( , )

( ( , ) ( , ))

( , )

i
i

i i i

as

e C K
C

i I e C L e D K

e g g

ϖ

ρ

′
=

∈ ⋅

=

∏  (5) 

Therefore, the symmetric key µ  can be calculated 

as follows: / ( , ) / ( , ) .as as

k
C C e g g e g gµ µ= =  Once µ  

is restored, user can further decrypt plaintext M under 

the selected symmetric algorithm. 

5 Security Analysis 

5.1 Data Confidentiality 

Theorem 1: If the q-BDHE assumption holds, no 

polynomial time adversary can selectively break our 

scheme with a challenge matrix of size * *

,l n×  where 
* *

, .l n q≤  

Proof: This phase is similar to that in [11], we do not 

proof it here. Detailed proof can be found in [11]. 

5.2 Privacy Preservation 

Theorem 2: The access policy is fully hidden in our 

scheme and our scheme is privacy-preserving. 

Proof: In most existing CP-ABE based schemes, the 

access policy is expressed as LSSS structure ( , )M ρ  

and is attached to ciphertext in plaintext form. The 

mapping function ρ fully reveals the readable attribute 

name information and access structure information, 

which leaks sensitive privacy information of DO and 

user. In our proposed scheme, such mapping function ρ 

is removed and is replaced by attribute GBF. Firstly, in 

our novel attribute name randomization scheme, CA 

computes ( , || , )
CH CH i i Inti

H pk ATName d r , where 

parameter 
Inti
r  is kept secret. Then, CA utilizes 

chameleon hash secret key 
CH

sk  run ComputeCollision 

( , || , , )
CH i i Inti i

sk ATName d r r  to find the string 
,j i

RT ∈  

*{0,1} (1 ),i n≤ ≤  so that a collision is successfully 

found. Therefore, each entity’s attribute names are 

randomized as 
,

{ }
j i

RT  and there is no relation between 

each randomized attribute name. Each entity’s attribute 

names are unreadable and different from each other. 

After that, DO utilizes his own special 
,

( )CH doj iH RT  

to compute intermediate key 
,

(( ) ,a s

RTdoj iIK e g=  

,

( )).CH doj iH RT  Then, DO utilize 
,RTdoj iIK  to generate 

GBF. In GBF, each element is a random string in the 

eyes of others. Only user has the correct secret key, can 

he compute the corresponding unique intermediate key 

and further reveal the row mapping information. User 

can only reveal row mapping information by 

decrypting GBF. There is no sensitive privacy 

information in GBF. Therefore, the access policy is 

fully hidden and our scheme is privacy-preserving.  
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6 Performance Analysis 

In this section, we firstly simulate the construction 

and query time of GBF with Python 2.7.15rc1 and 

MurmurHash3 2.5.1. Then, we simulate the encryption 

and decryption cryptographic operation with C 

Programming Language. Both the experiment environment 

is on a VMware Workstation machine with Intel Core 

i7-7700HQ processors running at 2.80 GHz with 4 GB 

memory, and Ubuntu 18.04.1 LTS. The cryptography 

library used is the PBC Library (pbc-0.5.14) and the 

Libfenc Library (fenc-0.2.0). 

Figure 3 and Figure 4 show the simulation result of 

GBFBuild and GBFQuery. We set k=8, 16, 24 with the 

help of MurmurHash functions. m is set as 1024 and λ 

= 16. And n is the number of attributes. Form Figure 3, 

we can find that time increases with the increase of 

both number of hash functions and attributes. The 

insert time of 50 attributes with 24 hash functions is 

less than 2.4 ms. From Figure 4, we can find that the 

query time is much smaller than insert operation. And 

the query time of 50 attributes with 24 hash functions 

is less than 0.90 ms. 

 

Figure 3. GBFBuild 

 

Figure 4. GBFQuery 

Figure 5 shows the result of our encryption and 

decryption simulation. Figure 5 also includes the 

construction and query time of GBF, where k=16. The 

number of attributes is marked as x-axis. It represents 

the number of attributes in LSSS access structure, 

ciphertext and user’s attribute set. To make sure that 

each attribute will appear in encryption and decryption 

phase, we set the access policy in the form of all AND-

gates. Namely, no OR-gate appears in our simulation. 

The y-axis denotes the time cost which is measured in 

seconds. Note that, we do not take the symmetric 

encryption and decryption into consideration in our 

simulation. We simulate each one for 20 times and take 

the average value as the final result. From Figure 5, we 

can find that both time increases linearly with the 

increment of attribute number. We compare our 

scheme with [10] from encryption and decryption 

phase. The result is shown in Figure 6. Because our 

scheme includes GBFBuild and GBFQuery, the total 

time of ours is higher than [10]. However, the excess 

time is so small. Ours takes about 1.8 ms more than [10] 

in encryption phase and takes about 0.8 ms more than 

[10]. We can find that the simulation result is 

acceptable for real-world applications. 

 

Figure 5. Simulation time 

 

Figure 6. The comparison result between ours and [10] 

7 Conclusion 

The privacy protection is so important in EHRs. In 

this paper, a hidden policy access control which 

protects sensitive privacy in EHRs is proposed. Based 

on the designed attribute name randomization scheme, 

each entity’s attribute set is randomized which makes it 

different from others’ and unreadable. The randomized 

attribute name set is also utilized to generate 

intermediate key. Then, a novel attribute GBF is 

designed to replace the mapping function ρin LSSS 

structure ( , )M ρ . The hidden values in attribute GBF 
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are row number information. Moreover, we utilize one-

way anonymous agreement to design an intermediate 

key scheme. The intermediate key is the inserted value 

in attribute value. Note that, the intermediate key is 

generated with the help of randomized attribute set. 

And only the user has the correct corresponding secret 

key, can he reconstruct the intermediate key and reveal 

the hidden information in attribute GBF. The security 

and performance analysis show that the proposed is 

secure and privacy-preserving with low overhead.  
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