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Abstract 

We propose a systematic way to uncover and fix bugs 

through detecting smells associated with exception 

handling. First, code of software under improvement is 

scanned for exception handling smells by a static analysis 

tool. The smells are reviewed for confirming if they are 

bugs by writing failing tests. Finally, code that contains 

the smells is refactored until the failing test passes and 

the smells are removed. We have also conducted an 

empirical study to demonstrate the efficacy of the 

proposed approach. In the empirical study, an open 

source static analysis tool is applied to detect exception 

handling smells in an open source web application. The 

result shows that out of the 357 smells reported by the 

tool, 124 are confirmed to be bugs that could affect the 

robustness of the web application. 

Keywords: Code smells, Robustness, Exception 

handling, Refactoring, Software testing  

1 Introduction 

Robustness [1-2] of software is the capability for 

software to continue to operate normally or degrade 

gracefully in the presence of faults. While tactics at 

both system and component levels are applicable to 

achieve robustness, exception handling is a critical link 

among them. For instance, in a system with shadow 

redundancy, the secondary kicks in when failure of the 

primary is detected or notified. The detection/notification 

often involves exception handling. As another instance, 

software that connects to the outside world often will 

need to tolerate connection faults [3-4]. The fault 

tolerance behavior depends on the software’s 

capability to detect connection faults and intervene 

with proper handling strategies such as retrying or 

attempting an alternative connection.  

For fault detection and handling [5-6] to work, code 

in exception handling [7] must be written correctly. 

However, previous empirical research has shown this 

to be a challenging task for programmers, especially 

for novices. Code that fails to meet the challenge is 

often infested with smells, e.g., empty catch blocks that 

ignore exceptions caught, catch blocks that 

cosmetically handle exception without resolving the 

fault, improper placement of resource cleanup that 

leads to resource leak, and so on [8-9]. Thus, the 

presence of smells around exception handling 

constructs of try, catch and finally blocks is often a 

good indicator of the presence of bugs. Furthermore, 

bugs lurking behind incorrect code for exception 

handling are not easily uncovered by testing since the 

exception-handling behavior of a program is often the 

least understood and poorly tested part [10]. 

In this paper, we present a systematic way to 

improve the robustness of software through the 

detection and removal of smells in code for exception 

handling. In this approach, exception handling smells 

are first detected through tool of static analysis [11-12]. 

The results are reviewed by developers. A detected 

smell is confirmed to be a bug if a failing test can be 

written to reproduce the manifestation of the bug. In 

confirming with a failing test, an exception of a 

specific type is injected at the designated points of the 

program to set off the program’s exception handling 

behavior, and the failing condition is captured in the 

test. The developers then refactor exception handling 

code to remove both the bug and the smell, the success 

of which is marked by the passing of the previously 

failing test [13]. The removal of smell is further 

confirmed by applying static analysis yet again to show 

the absence of smells. The process is repeated until no 

smells are detected as illustrated in Figure 1. 

 

Figure 1. Steps of the smells removal process 
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The efficacy of the method is demonstrated with its 

application for improving the robustness of the core of 

ezScrum, an open source web application for Scrum 

process support [14], which consists of more than 

thirty thousand lines of code in Java. The results 

confirm the conjecture that bugs tend to accompany 

exception handling code that has smells. Using 

Robusta, an open source static analysis tool for 

detecting exception handling smells [15], 357 

exception handling smells are reported. Within the 357 

smells, 124 bugs are found and confirmed. We 

demonstrate that the improvement process indeed helps 

to expose many sublime bugs related to exception 

handling that previously eschewed the developers of 

ezScrum even though a substantial number of unit tests, 

integration tests, and acceptance tests have been 

accumulated and run in ezScrum’s daily build. 

The rest of this paper is organized as follows. 

Section 2 gives an overview of related work. Section 3 

presents the results of applying the proposed method to 

improve the robustness of ezScrum and elaborates on 

two bugs that are found hiding behind code smells. 

Section 4 demonstrates how to write tests for 

confirming and exposing bugs with a keyword-driven 

acceptance test written in Robot Framework [16] and 

with an integration test written in Junit [17], 

respectively. Section 5 shows how the bugs and smells 

are removed by refactoring. Finally, Section 6 offers a 

brief conclusion. 

2 Backgrounds 

In this section, the related information is given as 

background, including exception handling smells in 

Java, ezScrum, and AspectJ. 

2.1 Exception Handling Smells in Java 

Table 1 shows the names, definitions and effects of 

the exception handling smells [8-9] that Robusta – the 

static analysis tool used in this study – is able to detect 

in a Java program. 

2.2 ezScrum 

ezScrum is a web application for supporting the 

agile process Scrum and has been on SourceForge 

since March, 2010 [14]. ezScrum is used by developers 

to manage user stories, keep track of development 

activities, and generate reports and analytics. ezScrum 

allows developers from different place to work 

together on the same Scrum team. To date, more than 

ten thousand copies have been downloaded. 

The development of ezScrum started 9 years ago 

with a Scrum team consisting of 4-6 graduate student 

developers each year ever since. The most recent 

release has a size of 36,376 lines of code for the core 

alone. The code base is covered by 1,010 

unit/integration test cases with a coverage rate of up to  

Table 1. Exception handling smells detectable by 

Robusta 

Smell Definition Effect 

Empty Catch 

Block 

Nothing is done after 

catching an exception. 

A potential fault is 

falsely ignored. 

Dummy 

Handler 

An exception is 

recorded or logged 

only. 

A potential fault 

may not be resolved 

as it should be.  

Nested Try 

Statement 

A try-block is 

contained in the try, 

catch, or finally block 

of another try 

statement. 

Complicates 

program logic and 

the debugging task. 

Unprotected 

Main Program

A main function that 

has no enclosing try 

block. 

System may be 

terminated even for 

a minor error. 

Careless 

Cleanup 

A resource may be 

prevented from being 

closed by a raised 

exception.  

May lead to 

resource leak. 

Exception 

Thrown From 

Finally Block

An exception is raised 

in the finally block. 

May overwrite an 

exception thrown 

previously in the try 

block or any of the 

catch blocks. 

 

69%. There are also 90 acceptance test cases. All of the 

tests are executed on a continuous integration system 

running Jenkins in a daily build. So far, 116 bugs have 

been fixed, which are either reported by users or found 

by the developers. It is expected that ezScrum will 

keep evolving for some time to further enrich the 

functionality, improve the performance, and facilitate 

its use.  

ezScrum is chosen as the subject of this study both 

because we are familiar with its design and because 

ezScrum has attracted a number of users around the 

world. Improving its robustness will make a good 

contribution to the open source community. 

2.3 AspectJ 

AspectJ [18] is an Aspect-Oriented Programming (or 

AOP for short) [19] extension to the Java language. It 

allows the developer to inject new statements to a Java 

program in runtime without changing the source code. 

In this study, aspect functions are implemented to 

throw an exception at a designated point in the code of 

ezScrum so that the effect of a smell related to the 

exception can be exposed. 

Here we give a simple aspect code to elaborate a 

little more, as shown in Figure 2. There are some 

keywords used in AspectJ to help developers achieve 

their goals, such as pointcut, call, target, withincode 

and around, the usage of each of these keywords will 

be explained based on the code in Figure 2. At line 10, 

developers use pointcut and call to decide the target 

method. It means that if the write function is invoked, 

aspect code will be executed successively. At line 11, 

target is used to distinguish a certain class of objects 
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within the source code. However, in this paper, we 

utilize it for another purpose. That is, we would need 

the WritableWorkbook object to preserve the original 

feature of the write function. With target, we can 

invoke write function by using WritableWorkbook 

object when there is no need of throwing an exception, 

like line 18. At line 12, the withincode is used to limit 

the target of aspect injection. Semantically, this line of 

code means that only write function, which is invoked 

in write Data To Temp File function of Exprot Stories 

From Product Backlog Action object, will be injected. 

Finally, around is used to decide when the program 

will invoke aspect function. This keyword is special in 

that it will overwrite the original feature of the target 

method statement. Like line 14, it will overwrite the 

feature of write function from writing information to 

front-end to throwing exception. Therefore, it needs to 

cooperate with target to keep the original feature when 

there is no need to throw an exception. Once the setting 

of these keywords is correctly done, this aspect 

function will inject the exception to expose code smell 

impact on software. 

 

Figure 2. A sample of aspect code 

3 Smells Detection and Analysis 

The result of applying Robusta to scan ezScrum for 

exception handling smells is shown in Table 2. It is 

interesting to note that Dummy Handler and Careless 

Cleanup together account for up to 96 percent of total 

smells instances detected. In this section, two types of 

examples are elaborated, respectively.  

Table 2. Exception handling smells detected in 

ezScrum 

 
Number of smell 

instances 
Percentage

Empty Catch Block  4 1.12% 

Dummy Handler 264 73.95% 

Nested Try Statement 6 1.68% 

Unprotected Main Program 2 0.56% 

Careless Cleanup 79 22.13% 

Exception Thrown From Finally Block 2 0.56% 

Total  357 100% 

3.1 Verification of the Smells 

The following presents the results in verifying all of 

the detected smells regarding their impacts to ezScrum. 

The verification involves three steps. First, we refer to 

the smell report generated by Robusta to find the 

location of a smell. Second, expose the impact of the 

smell by throwing exception. Third, compare 

ezScrum’s behavior which encounters exception with 

its normal behavior.  

A smell is considered as a bug if, after we expose 

the impact of smell, it will make ezScrum function 

improperly without showing any error message. As 

such, users or developers would not be aware of the 

issue. The result of the verification is given in Table3. 

As shown in Table 3, some of the smells are not 

considered as real bugs after the verification process. 

These cases can be divided into three groups based on 

their characteristics. The first group will not influence 

ezScrum because the raised exception is simply 

swallowed somewhere in propagation. The second 

group is not considered as real bugs because, even 

though they do make ezScrum function improperly, the 

users or developers will be informed about the 

situation to prevent it from getting worse. The third 

group is special in nature as a case of Dummy Handler 

shown in Figure 3. It perfectly fits into the definition of 

a smell, i.e., nothing else is done in the catch block 

except printing a message to the console (line 46). 

However, the present case is not considered as a smell 

because there is no other way to handle the issue other 

than printing a message to the console and ignoring the 

exception. In general, exceptions that are thrown from 

closing resource function, such a strategy is acceptable. 

Table 3. Exception handling smells and bugs 

confirmed 

Exception 

handling smell

Number of 

smell instances 

(A) 

Number of 

bugs confirmed 

(B) 

B/A 

(%) 

Empty Catch 

Block  
4 1 25 

Dummy Handler 264 116 43.9 

Nested Try 

Statement 
6 0 0 

Unprotected 

Main Program 
2 1 50 

Careless Cleanup 79 5 6.3 

Exception 

Thrown From 

Finally Block 

2 1 50 

Summary 357 124 34.7 

 

 

Figure 3. A Dummy Handler that is acceptable 
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3.2 A typical Example of Dummy Handler 

In Scrum, an unplanned item is a user story or a task 

that is not deliberated in sprint planning, but is 

accepted by both the product owner and the Scrum 

team of its urgency to justify its completion in the 

current sprint. Figure 4 shows a code snippet of 

method ShowEditUnplanItemAction for providing the 

attributes of a selected unplanned item to the front-end. 

The code snippet is marked to have a Dummy Handler 

smell at line 54. According to Java API documentation, 

an IOException may be raised at line 51 when the 

getWriter() function is invoked on the response object. 

The IOException will be caught by the catch-block at 

line 53 and handled at line 54, which simply logs the 

exception. In effect, this will cause the exception to be 

ignored. Thus, it is reasonable to conjecture that a bug 

is caused by a Dummy Handler smell. 

 

Figure 4. Code segment of execute method in 

ShowEditUnplanItemAction marked to have a smell. 

The execution of the use case that confirms the 

conjectured bug associated with the detected Dummy 

Handler smell is as follows. In ezScrum, the user can 

add a task as an unplanned item, which was not 

scheduled during sprint planning. Once the unplanned 

item is added, the user can modify it as necessary, e.g., 

to update the remaining hours until completion. To do 

this, the user first selects the desired unplanned item 

from the Unplanned Page and then clicks the Edit 

Unplanned Item button. After that, the front-end will 

send a request to the back-end to retrieve the attributes 

of the selected unplanned item. When the request is 

received by the back-end, method Show Edit Unplan 

Item Action will be executed and an Edit Unplanned 

Item window containing the retrieved attributes pops 

up, as shown in Figure 5. 

When submitting the modified unplanned item, the 

front-end sends a request with identity number #1, 

which is shown on Edit Unplanned Item window’s title, 

to the back-end. At this point, the original unplanned 

item stored in database will be updated. Once the 

update is done, the Edit Unplanned Item window is 

closed and the modified unplanned item is shown in 

the Unplanned Item List, as shown in Figure 6. 

However, if an IOException is thrown when 

invoking response.getWriter(), the call to function 

write(result.toString()) in line 51 will not be invoked. 

As a result, the front-end receives a response with 

empty content after the user clicks Edit Unplanned 

Item button, and ezScrum pops up a window without 

attributes as a response, where the identity number on 

window’s title does not show. Additionally, the Submit 

button is disabled because the required field is empty, 

as shown in Figure 7. 

 

Figure 5. The Edit Unplanned Item window containing 

an unplanned item’s attributes 

 

Figure 6. Unplanned Item List showing an unplanned 

item. 

 

Figure 7. The Edit Unplanned Item window missing 

some required information 

Even if the user inputs the required information and 

submits the modified unplanned item, the front-end 
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will send a request without identity number. Thus, the 

modifying unplanned item request will be rejected by 

the back-end because it loses its identity number, as 

shown in Figure 8. This is certainly a bug. 

 

Figure 8. A request for modifying unplanned item that 

fails due to the loss of identity number 

3.3 A Typical Example of Careless Cleanup 

For the code snippet in Figure 9, an IOException 

may be raised when function write() is invoked on 

object workbook (line 50). The exception prevents 

workbook.close() at line 52 from being invoked. The 

result is that the file resource ezScrumExcel, which is 

created by the File object in line 38, will not be 

released as planned. This is exactly a Careless Cleanup 

as defined. A use case in ezScrum related to this is 

presented below. 

 

Figure 9. Code snippet of method getStreamInfo in 

ExportStoriesFromProductBacklogAction. 

In the Product Backlog Page of ezScrum, the user 

can export all user stories in product backlog to a 

Microsoft Excel file. It works in this way: a request 

will be sent to the back-end when the Export Story 

button (Figure 10) at the front-end is clicked; the 

getStreamInfo function will be invoked in Export 

Stories From Product Backlog Action when the request 

is received by the back-end; and the front-end will 

receive an excel file which contains all user stories in 

product backlog when getStreamInfo finishes executing 

(as shown in Figure 11). 

Now consider what happens if an IOException is 

raised when workbook.write() is invoked at line 50. 

Apparently, the workbook.close() function at line 52 

will not be executed. Consequently, the ezScrumExcel 

file created at line 38 is not released, as shown in 

Figure 12. 

 

Figure 10. Export Story button in Product Backlog 

page 

 

Figure 11. Excel file downloaded after export 

 

Figure 12. ezScrumExcel file shown to be unreleased 

(shown with Unlocker [20].) 

As a result, the ezScrumExcel file cannot be 

removed by executing mTempFile.delete() function at 

line 57. Note that an ezScrumExcel file will be 

generated every time the user clicks the Export Story 

button. The accumulated size of the non-deleted 

ezScrumExcel files will certainly become a waste of 

storage space. To prevent this from happening, the 

workbook.close() function should be moved to the 

finally-block. 

4 Writing Tests for Confirming and 

Exposing Bugs 

To expose each of the two bugs behind the smells of 

Section 3, a test case is written based on the respective 

use case. An aspect function is used to throw an 

exception at a designated point for both test cases. 

Note that both the type of the exception and the 

location where it occurs are readily found in Robusta. 

These test cases will also be used in Section 5 to verify 

the correctness of ezScrum’s behavior after smell 

removal. 

4.1 A Test Case for Testing the Typical 

Example of Dummy Handler 

Figure 13 shows the aspect function used to throw 

an IOException (using the around option) when the 

response.getWriter() at line 51 of Figure 4 is called. 
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Figure 13. An aspect function for throwing an 

IOException at the designated point 

The test case, written in Robot Framework, is shown 

in Figure 14. As described previously, if an 

IOException is raised in executing response. Get 

Writer(), an error message needs to be shown instead 

of the Edit Unplanned Item window. Accordingly, the 

test case is designed to check the correctness that, after 

the Edit Unplanned Item button is clicked, an error 

messages box instead of the Edit Unplanned Item 

window is popped up. The error messages are “Server 

Error” and “Sorry, fail due to internal server error.” 

 

Figure 14. A Robot Framework test case for testing 

the typical example of Dummy Handler 

4.2 A Test Case for Testing the Typical 

Example of Careless Cleanup 

Figure 15 shows the aspect function used to throw 

an instance of IOException when workbook.write() at 

line 50 of Figure 9 is executed. 

 

Figure 15. An aspect function for throwing an 

IOException at the designated point 

The test case, which is written in JUnit, is shown in 

Figure 16. As described previously, the ezScrumExcel 

file must be removed no matter if an IOException is 

raised or not when workbook.write() is executed. 

Accordingly, the test case is design to check that, after 

the getStreamInfo method in Export Stories From 

Product Backlog Action has finished executing, 

ezScrum Excel file is no longer in use and is removed 

from ezScrum. 

 

Figure 16.A JUnit test case for testing the typical 

example of Careless Cleanup 

5 Removing Smells by Refactoring and 

Confirming Their Success 

This section presents the refactoring for removing 

the smells described in Section 3. In addition to 

passing the previously failing test, the removal is 

further confirmed by applying static analysis yet again, 

which must show the absence of the detected smell 

around the code. 

5.1 Refactoring for Removing the Typical 

Example of Dummy Handler 

Figure 17 shows the new version of Show Edit 

Unplan Item Action. It differs from the original version 

in that the aforementioned IOException is rethrown 

(line 55) after the exception message is recorded and 

an error message is displayed at the front-end. This 

enables the front-end to know that something has gone 

wrong in the back-end. 

 

Figure 17. A new ShowEditUnplanItemAction with 

the Dummy Handler smell removed 

In ezScrum, when an unhandled exception is raised 

in ShowEditUnplanItemAction at the back-end, a 

status named “internal server error” is returned to the 

front-end. As shown in Figure 18, the front-end code 

sends the modifying unplanned item request. When the 

back-end receives the request, Show Edit Unplan Item 

Action will be invoked by the program. If the program 

executes Show Edit Unplan Item Action correctly, the 

back-end will return a response with a status named 

“OK”, so that the success function (line 212) will be 

invoked. Then, the Edit Unplanned Item window will 

pop up. On the other hand, if an exception is raised 

during execution, the back-end will return a response 

with a status named “internal server error”, hence 

invoking the failure function (line 216). Then, an error 

message is shown on the message box by invoking 

onLoadFailure function (line 217). Consequently, a 

message box with error messages is displayed, as 
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shown in Figure 19. 

 

Figure 18. The front-end code designed to trigger 

ShowEditUnplanItemAction 

 

Figure 19. An error message is displayed as expected 

after the smell is removed by code refactoring 

The revised code version has passed the previously 

failing test as shown in Figure 20. The removal is also 

confirmed by Robusta – the absence of a smell sign on 

the left margin of the code (as shown in Figure 17).  

 

Figure 20. The failing test is passed after removing the 

Dummy Handler smell 

5.2 Refactoring for Removing the Typical 

Example of Careless Cleanup 

The Careless Cleanup in the code snippet in Figure 9 

can be removed by moving the workbook.close() 

function to the finally block, as shown in Figure 21. By 

doing so, it is assured that the ezScrumExcel file will 

be released no matter if an IOException is thrown or 

not when workbook.write() at line 50 is executed. In 

other words, the ezScrumExcel file will always be 

removed from ezScrum after the execution of the get 

Stream Info function in Export Stories From Product 

Backlog Action. 

 

Figure 21. Test results showing the removal of the 

Careless Cleanup 

The revised code successfully passes the previously 

failing test and the ezScrumExcel file is deleted as 

expected, as shown in Figure 21. The removal is also 

confirmed by Robusta (Figure 22). 

 

Figure 22. A new version of the code snippet in Figure 

9 with Careless Cleanup smell removed 

Retrospectively, the detailed process of smell 

confirmation and removal presented in Sections 3, 4 

and 5 is illustrated in the flowchart of Figure 23. 

 

Figure 23. Flowchart of smell confirmation and 

removal process 
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6 Conclusion 

This paper shows that bugs that affect robustness of 

software can often be found near code infested with 

exception handling smells. A systematic way for 

enhancing the robustness by detecting and removing 

exception handling smells is proposed. A static 

analysis tool is first applied to detect smells in a 

program. The detected smells are reviewed by 

developers. A failing test is then used to confirm if a 

smell is really a bug. Source code associated with a 

confirmed bug is refactored, required to pass the 

original failing test, and reconfirmed by static analysis. 

A good result is achieved in an empirical study 

employing the proposed approach.  

Although the proposed approach can help enhance 

software robustness, the code review and failing tests 

writing are time-consuming if the number of detected 

smells is large. If there is a tool, which can generate 

failing tests for verifying if a smell is a bug, the effort 

needed will be greatly reduced. We leave this as our 

future work. 
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