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Abstract

Multimedia data sharing services are attracting more and more attention. Advanced cloud computing technology provides huge storage and efficient support for multimedia big data services. Multimedia cloud services become a mainly development trend. In this paper, a high-capacity and lossless reversible data hiding scheme is proposed for encrypted multimedia data in cloud computing. The proposed scheme not only ensures multimedia data security without relying on the trustworthiness of cloud servers, but also transmits additional data in encryption domain by combining re-encryption and reversible data hiding techniques. Theoretical analysis confirms the correctness of the proposed encryption model and justifies the security of the proposed scheme. The computation cost of the proposed scheme is acceptable and adjusts to different security levels. Experimental results demonstrate that the proposed scheme can perform better than existing methods.
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1 Introduction

With the development of multimedia data processing and network technologies, the use of multimedia data is becoming more and more widespread. Many diffusion and distribution tools are opening the way towards new services and applications for multimedia data, including mobile devices. As we have entered the era of “big data”, the capability of multimedia data has dramatically increased and reached an unprecedented level [1]. Currently, few enterprises or individuals can afford to store the increasing mass of multimedia data. Cloud computing as an advanced technique can provide huge storage space and on-demand access service, thus becoming a research platform for those multimedia big data. Therefore, users and enterprises with various capabilities as Data Owners (DOs), can store and process their multimedia data in third-party data centers and then authorize Data Users (DUs) can acquire desired data from the cloud [2]. However, this new paradigm introduces new security challenges.

Multimedia data storage security is a critical issue when DOs outsource their data to a third party such as cloud computing servers. In this situation, the cloud servers possess the outsourced data; it is possible that a cloud service provider (CSP) can duplicate DO data while claiming that the data are still stored confidentially in the cloud. Thus, DOs need to be convinced that their data is secure and has not been exposed or stolen from the cloud. A feasible solution is data encryption using certain cryptographic primitives, with disclosure of the decryption keys only to authorized users. However, conventional two-party encryption is not suited for three-party data security in cloud computing. Re-encryption as a cryptographic algorithm involving three parties thus becomes a promising approach to maintain data confidentiality in cloud data services [3].

Re-encryption permits a proxy server to transfer a ciphertext designated for one user to another ciphertext designated for another user without the need to have knowledge of the plaintext. Ateniese et al. [4] improved the concept of proxy re-encryption and applied it to data storage. In this scheme, the owner encrypts his/her files and outsourced them to a proxy server. The proxy server can transfer a ciphertext for the owner to a ciphertext for the requester if and only if he has obtained a re-encryption key. These methods have been widely adopted to secure data storage on trusted servers. However, with an untrusted or semi-trusted CSP, these methods are not applicable. Vimercati et al. [5] proposed a solution for securing data storage on untrusted servers based on key derivation methods. In this scheme, each file is encrypted with a symmetric key, and each user is assigned a secret key. To grant the access privilege for a user, the DO creates corresponding public tokens
together with his secret key, from which the user is able to derive decryption keys of desired files. Then DO transmits these public tokens to the semi-trusted server (STS) and delegates the task of token distribution to STS. However, transferring these secret keys inherently requires additional secure channels, and these keys require rather expensive secure space to store them. The cost and complexities involved generally increase with the number of data users. Additionally, this method introduces symmetric encryption to encrypt DO data. In this case, the secret key is exposed easily in the re-encryption key generation phase and ciphertext decryption phase so that the data user can acquire the DO’s private key. Therefore, this paper introduces a secure re-encryption model for Multimedia Data (MD) sharing services in cloud computing.

However, in some scenarios, a data owner does not trust the cloud service provider but would like to make use of the cloud computing capability to process encrypted data in cloud servers for authentication and content annotation, such as medical image. Therefore, the ability to manipulate the encrypted data when keeping the plain content unrevealed is desired. Reversible data Hiding (RDH) has been proposed and a lot RDH methods have been developed to transmit additional data, such as [6-10], including coverless information hiding method [18-19]. Recently, RDH in encrypted images provide a solution to solve the above issue, such as [11-16]. In those schemes, additional data can be hidden into encrypted images and correctly extracted when need, or the original plaintext image can be obtained after decryption and data extraction.

Therefore, re-encryption technique ensures MD security in cloud computing. RDH in encrypted images transmits additional data in encryption domain to process authentication and content annotation. In our case, the combination of the two techniques provides the comprehensive protection for multimedia data storage and transmission in cloud computing. There are plenty of literature delineating RDH schemes for an encrypted domain [11-16]. But these methods are not applicable to images where an insufficient number of pixels can be selected to form vacant room, such as a smoothness image. What’s more, these methods cannot be competent for cloud computing environment. This paper therefore proposes a combining re-encryption and reversible data hiding method for multimedia data in cloud computing that can not only ensure multimedia data security without relying on the trustworthiness of cloud servers, but also transmits additional data in encryption domain.

The rest of this paper is organized as follows. The scheme of the proposed method is described in Section 2. An analysis of the proposed scheme is presented in Section 3. Experimental results are provided in Section 4. We conclude this paper with a discussion of the results in Section 5.

2 Proposed Scheme

In this section, we introduce an encryption method for cloud computing and present data pre-processing and encryption operations. First, we describe how additional data is embedded into the encrypted carrier and how the encrypted and watermarked carrier is re-encrypted when needs. We discuss the means by which the encrypted and watermarked carrier is decrypted. Finally, the embedded information is extracted from the watermarked carrier, and the watermarked carrier is recovered to the original cover.

2.1 Encryption Model in Cloud Computing

A cloud storage service allows data owners to outsource their data to cloud servers for storage and maintenance an attractive option since the service has low hardware and software capital costs, low management and maintenance overhead, and universal on-demand data access. Data owners however, lose the physical control of data in the cloud, and therefore the trustworthiness of a cloud service provider become a factor and influences the development of the service. This paper introduces a re-encryption method without relying on this trustworthiness factor. A re-encryption model in cloud computing is illustrated in Figure 1.

Figure 1. The framework of re-encryption model in cloud computing

First, a DO generates secure private-public key parings using the asymmetric cryptographic algorithm. The DO encrypts his/her own data with the public key and obtains a ciphertext data. Then, the ciphertext data is uploaded to cloud servers.

Second, a DU sends a request for the desired MD derived in several ways such as by searching the encrypted data, to the CSP. The cipher text data is uploaded to cloud servers.

Third, after receiving the request, the DO generates a re-encryption key, rekey, with the DO’s private key and access information, then the DO sends the rekey to the CSP.
Fourth, after receiving the rekey, the CSP obtains the re-encrypted ciphertext by re-encrypting the ciphertext data with the rekey.

Fifth, the DU downloads the re-encrypted ciphertext from the cloud servers. The DU decrypts the re-encrypted ciphertext with DU’s private key.

In the proposed model, the confidentiality of the DO’s data is achieved using an asymmetric cryptographic algorithm in the cloud. This is because only the DO has a decryption key for the first layer ciphertext. The CSP can only access the encrypted cloud data. The syntactic definitions of re-encryption are shown in Table 1.

Table 1. The syntactic definitions of re-encryption

<table>
<thead>
<tr>
<th>Notations</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>par</td>
<td>a public parameters</td>
</tr>
<tr>
<td>(sk_o, pk_o)</td>
<td>DU’s secret/public key pair</td>
</tr>
<tr>
<td>(sk_x, pk_x)</td>
<td>DO’s secret/public key pair</td>
</tr>
<tr>
<td>rekey_o</td>
<td>a re-encryption key</td>
</tr>
<tr>
<td>M</td>
<td>a plaintext</td>
</tr>
<tr>
<td>C</td>
<td>a first level ciphertext</td>
</tr>
<tr>
<td>C’</td>
<td>a re-encrypted ciphertext</td>
</tr>
<tr>
<td>Rekeygen(par, sk_o, pk_o)</td>
<td>a re-encryption key generator</td>
</tr>
<tr>
<td>E_i(M, pk_o)</td>
<td>an encryption function</td>
</tr>
<tr>
<td>D_i(C, sk_o)</td>
<td>a decryption function for C</td>
</tr>
<tr>
<td>E_i(C, rekey_o)</td>
<td>a re-encryption function</td>
</tr>
<tr>
<td>D(C’, sk_o)</td>
<td>a decryption function for re-encrypted ciphertext</td>
</tr>
</tbody>
</table>

2.2 Encryption Method Based on ElGamal Cryptosystem

The ElGamal cryptosystem is a public-key cryptosystem, which is based on discrete logarithms problem [17]. The details are shown in Figure 2. After encrypting a plain-text digital image, a string of big integers are generated and each of them represents an encrypted pixel value.

To add \( m_1 \) to another plain-text value \( m_2 \) in the encryption domain, the following operation can be performed on their encrypted values \( E(m_1, pk_o) \) and \( E(m_2, pk_o) \) by

\[
E(m_1, pk_o) = y^k \cdot m_1 \mod p
\]

\[
E(m_2, pk_o) = y^k \cdot m_2 \mod p
\]

\[
\text{Opt}(m_1, m_2) = E(m_1, pk_o) + E(m_2, pk_o)
\]

\[
= y^k \cdot (m_1 + m_2) \mod p
\]

where \( \text{Opt} \) is an operation between the two encrypted values.

The corresponding plain-text value \( m' \) can be obtained by decrypting the cipher value \( \text{Opt}(m', pk_o) \).

\[
m' = D(\text{Opt}(m_1, m_2), sk_o) = y^k \cdot (m_1 + m_2) \cdot (a^{sk_o})^{-1} \mod p
\]

where \( m' \) is a decrypted data.

We can see that the encryption operation satisfies the property of the homomorphism.

In this case, the plain-text \( M \) is firstly encrypted in the re-encryption model. The ciphertext is obtained, \( E_i(M, pk_o) \).

2.3 Data Embedding Method

Based on the above mechanism in Section 2.2, a data embedding method is developed as follows.

Given an image encrypted in ElGamal cryptosystem, a portion of the encrypted pixels are reserved to hide the side information such as the amount of bit values to be hidden and the number of encrypted pixel values used for data hiding.

To embed a bit value \( h_i \in \{0,1\} \) into \( E_i(M_i, pk_o) \), which is the encrypted value of a pixel value \( M_i \), an embedded value \( \text{Opt}(M_i', pk_o) \) is generated by

\[
\text{Opt}(M_i, h_i) = 2 \cdot E_i(M_i, pk_o) + E_i(h_i, pk_o)
\]

\[
= y^k \cdot (2M_i + h_i) \mod p
\]

where \( \{M_i\}_{i=1,2,\ldots} = M' \), \( l \) denotes the length of embedded bits.

According to Eqs(1)-(5), we can obtain the following one operation.

\[
\text{Opt}(M_i, h_i) = \begin{cases} E_i(2M_i+1, pk_o) & \text{if } h_i = 1 \\ E_i(2M_i, pk_o) & \text{if } h_i = 0 \end{cases}
\]

For every encrypted pixel value, Eq. (6) are sequentially executed so that the same number of bit values as the pixels can be hidden into an encrypted image.

In this way, the bits to be embedded \( \{0,1\}^l \) is carried
2.4 Re-encryption Method

After a DU sends a request about the desired multimedia data to the CSP, the CSP forwards this message to the DO. And then the DO computes a re-encryption key, \( rekey_{\text{ou}} \), by re-encryption key generator, \( \text{ReKeygen}(\cdots) \), as follows.

\[
rekey_{\text{ou}} = \text{ReKeygen}(sk_{\text{ou}}, pk_{\text{ou}})
\]

Then, the DO sends the rekey, \( rekey_{\text{ou}} \), to the CSP. After receives the re-encryption key, the CSP re-encrypts the \( C_h \) by the re-encryption operation, \( RE(\cdot) \), as following. The CSP obtains the re-encrypted \( C_h' \).

\[
C_h' = E_x(C_h, rekey_{\text{ou}})
\]

where \( E_x(\cdot, \cdot) \) is the above-mentioned re-encryption function.

Therefore, the CSP obtains the re-encryption result, \( C_h' \) and stores it in the cloud servers.

2.5 Data Extraction and Image Recovery

To recover the original pixel value, \( C_h' \) needs to be firstly decrypted. According to the re-encrypted model, the re-encrypted and embedded pixel can be one-time decrypted with DU’s secret key as following.

\[
C_h = \text{Opt}(M, h) = E_x(2M + h, pk_{\text{hu}})
\]  \( h = \{0,1\} \).

3 Analysis of Proposed Scheme

In Section 2.2, we construct the proposed scheme where we assumed the existence of appropriate re-encryption techniques. In this part, we give an example of a re-encryption algorithm based on ElGamal [17] in Correctness analysis. Meanwhile, the security analysis of the proposed scheme, the computational analysis of re-encryption model, and embedding capacity analysis of the proposed scheme are presented.

3.1 Correctness Analysis

In our proposed scheme, we firstly carry out the encryption phase. Given that the parameters \( (y, g, p) \) are the public key and \( y = g^x \mod p \), then the private key is \( x \), and the plaintext is \( M \). The DO chooses a random number \( x_o(x_o \in \mathbb{Z}_p^*) \) and computes \( y_o = g^{x_o} \mod p \). Therefore, \( sk_x = x_o \) and \( pk_y = (g, p, y_o) \). Similarly, the DU chooses a random number \( x_i(x_i \in \mathbb{Z}_p^*) \) and computes \( y_i = g^{x_i} \mod p \); therefore, \( sk_y = x_i \) and \( pk_x = (g, p, y_i) \).

In Section 2.2, the DO chooses a random number \( k_1, k_2(k_1, k_2 \in \mathbb{Z}_p^*) \) such that

\[
\text{Gcd}(k_1, p - 1) = 1, \text{Gcd}(k_2, p - 1) = 1.
\]

Then, the DO will own the ciphertext \( C \) by computing the following operation.

\[
C = (a, b) = (g^{x_1} \mod p, y_i^2 \cdot M \mod p)
\]

where \( a = g^{x_1} \mod p \) and \( b = y_i^2 \cdot M \mod p \). Therefore, Eq. (5) is redefined as follows.

\[
E_i(M, pk_{\text{x}}) = y_i^2 \cdot \text{Mmod}p \quad \text{and} \quad E_i(h, pk_{\text{y}}) = y_i^2 \cdot h \mod p
\]

\[
\text{Opt}(M, h) = 2 \cdot E_i(M, pk_{\text{x}}) + E_i(h, pk_{\text{y}})
\]

\[
= y_i^{x_o} \cdot (2M + h) \mod p
\]

where the encrypted pixel is \( C = (a, E_i(M, pk_x)), \) the encrypted bit to be embedded is \( C_h = (a, E_i(h, pk_x)) \).

In Section 2.4, the DO computes re-encryption key \( rekey_{\text{ou}} \) by re-encryption key generator, \( \text{ReKeygen}(sk_{\text{ou}}, pk_{\text{ou}}) \rightarrow rekey_{\text{ou}} \).

Since \( rekey_{\text{ou}} = \text{ReKeygen}(sk_{\text{ou}}, pk_{\text{ou}}) = pk_y^{1/sk_x} = (g, p, y_o^{1/sk_x}) = (g, p, (g^{x_o})^{1/sk_x} \mod p) \), then it can be established that the security of the re-encryption key generator depends upon the difficulty of a given problem in a cyclic group related to computing discrete logarithms, which was solved in [16]. This equation is an instance of Eq. (8).

Thus, the CSP re-encrypts the ciphertext \( C \) with the
re-encryption key, $rekey_{uw}$. The CSP obtains re-encryption ciphertext by the function $E_x(\cdot, \cdot)$.

$$C' = (a,c,d) = (g^k \mod p, g^{k_5} \mod p, E_z(b, rekey_{uw}))$$

$$d = E_z(b, rekey_{uw}) = e(y_b^{k_x}, rekey_{uw}) \cdot e(g, g^{k_y}) \cdot (2M + h) \mod p$$

$$= e(g^{k_5}, g^{k_3} \cdot e(g, g)^{k_1} \cdot (2M + h) \mod p$$

where $e(\cdot, \cdot)$ is a bilinear map function.

Thus, $C' = (a,c,d)$

$$= (g^k \mod p, g^{k_5} \mod p, e(g, g)^{k_2} \cdot e(g, g)^{k_1}$$

$$(2M + h) \mod p)$$

Therefore, Eq. (9) is redefined as follows.

$$C_{sk} = E_z((2M + h), rekey_{uw}) = d \quad (14)$$

In Section 2.5, the DU decrypts $C'$ with his private key $sk_x$. Therefore, the decryption operations are shown as follows.

$$D(C', sk_x) = d \cdot (e(g, a^{x_5}) \cdot e(g, c))^{-i}$$

$$= (e(g, g)^{k_5} \cdot e(g, g)^{k_1})^{-1} \cdot d \mod p$$

$$= (2M + h) \cdot e(g, g)^{k_5} \cdot e(g, g)^{k_1} \cdot \frac{1}{e(g, g)^{k_5} \cdot e(g, g)^{k_1}} \mod p$$

$$= (2M + h)$$

Thus, the DU obtains the embedded plaintext $(2M + h)$. Therefore, the correctness of re-encryption model is demonstrated.

### 3.2 Security Analysis

The security of proposed scheme relies critically on the security of fundamental algorithm (such as re-encryption) used in our construction process, and on the security of the proposed structure itself. In our proposed scheme, the fundamental algorithms are not restricted to specific algorithms.

The fundamental algorithm used in our scheme are mature and well-studied techniques and believed to be secure, if properly used. Therefore, the security of the proposed scheme is valid. The analysis supports the proposed scheme as a promising scheme for building the MD security.

### 3.3 Computation Analysis

In the proposed scheme, re-encryption model consists of the following phases: encryption, re-encryption key generation, re-encryption and decryption. The computational cost of the encryption and decryption operations is the same as in the encryption and decryption of an applied asymmetric cryptographic algorithm, such as ElGamal. Only the re-encryption key generation and re-encryption operation will cause additional computation cost.

In the cryptology, there are following definitions about computation analysis. Denote $t_c$ as modular exponentiation running time, and $t_e$ as bilinear pairing running time.

According to correctness analysis, the computation cost of re-encryption key generation is $t_p$, which is half of that of the encryption of ElGamal. The additional computation is acceptable for the DO. As for the re-encryption operation, the computation cost is $3 \cdot t_p + 2 \cdot t_c$. However, in our proposed scheme, the re-encryption task is delegated to the CSP with the powerful processing capability. The computation can be achieved by cloud servers.

In traditional data services without cloud computing, if there are $n$-time requests to a DO, the computation cost of the DO is $2n \cdot t_p$. However, in the proposed scheme, the cost is $(2+n) \cdot t_p$. Therefore, our proposed scheme is more effective than traditional methods.

#### 3.4 Embedding Capacity Analysis

Based on the embedding method in Section 2.3, we know that every grey-level value from 0 to 255 is used to hide bit values, respectively. Therefore, the capacity is up to 1 bpp. It is not difficult to find that every pixel can be embedded multiple times. In the Eq. (5), the encrypted pixel is multiplied by 2. If multiplied by 2 again, the multiple embedding operations are as follows.

$$Opt'(M, h_i) = 2 \cdot E_i(M, pk_o) + E_i(h_i, pk_o) = E_i(4M + 2h_i, pk_o)$$

where $h_i$ is another bit to be embedded.

According to Eqs.(11) and (12), the extraction and recovery operation are as follows.

$$M_i = \left[ \frac{4M_i + 2h_i + h_j}{4} \right] = M_i + h_j \left[ \frac{h_j}{4} \right]$$

where $h_i \in \{0,1\}, \left\lfloor \cdot \right\rfloor$ is the floor function.

$$h_i = \left[ \frac{D(C'_{sk_x}) - 4M_i}{2} \right] = h_i + \left[ \frac{h_i}{2} \right]$$

$$h_j = D(C'_{sk_x}) - 4M_i - 2h_i$$

where $D(C'_{sk_x})$ is a decrypted and embedded pixel.

In this way, the capacity is up to 2 bpp. But a larger memory space is need to store a decrypted value. Therefore, the capacity of the proposed scheme follows "pay as you go". Compared with the existing RDH methods for the encrypted images, the proposed scheme has a higher capacity.
4 Experimental Results

We compared our proposed scheme with other RDH schemes in the encryption domain [14-15]. For the sake of convenience, our simulation was based on 10 512 × 512 images and the results represent an average.

A standard test image: Lena, with the size of 512 × 512, is shown in Figure 3(a), and was used to demonstrate the feasibility of our proposed scheme. The following simulation experiments were performed in MATLAB. In the data encryption phase, it is known that a larger size private key can resist more crack attacks. To facilitate the encryption computation, we choose the following values for related parameters: the size of large prime \( p \) was 1024 bits, the size of prime order \( g \) is 1024 bits, the size of private key \( x \) was 1024 bits, and the size of the random number \( k \) was 1024 bits. In this way, the storage cost was 1024bits × 256=262144bits.

When the embedding rate is 1 bpp and 2 bytes is used to store a decrypted value, we obtained an encrypted and embedded image as displayed in Figure 3(b). Figure 3(c) is the decrypted image containing hidden data (watermarked and decrypted). The objective criteria: PSNR, was employed to evaluate the quality of the watermarked and decrypted image quantitatively. The PSNR of the watermarked and decrypted image was 56.93 dB, which is bigger than [14-15].

![Figure 3.](image)

Table 2. Average performance comparison of the proposed method, [14]’s and [15]’s on 10 images of database

<table>
<thead>
<tr>
<th></th>
<th></th>
<th></th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>0.01</td>
<td>75.63</td>
<td>61.35</td>
<td>41.04</td>
</tr>
<tr>
<td>0.02</td>
<td>72.93</td>
<td>58.31</td>
<td>38.94</td>
</tr>
<tr>
<td>0.03</td>
<td>70.07</td>
<td>56.54</td>
<td>38.49</td>
</tr>
<tr>
<td>0.04</td>
<td>68.82</td>
<td>55.34</td>
<td>38.05</td>
</tr>
</tbody>
</table>

5 Discussion and Conclusion

Multimedia Data (MD) is classical example of big data, its services and applications are becoming more and more widely valued and used in a variety of domains. Cloud computing technology provides a platform for multimedia big data services which can support the storage of huge volume of MD and efficient on-demand access. However, to the best of our knowledge, there has been no report about MD’s storage and usage security in cloud computing. The re-encryption method ensures MD security in cloud computing and reversible data hiding technique protect MD’s copyright. This paper proposes a new method combined re-encryption and reversible data hiding techniques to protect the security of storage and usage in the cloud computing environment.

Our experiments demonstrate that the proposed scheme can perform better than the existing methods in the capacity. Theoretical analysis have been presented to verify the correctness of encryption model and justify the security of the proposed scheme. The computation cost of the proposed scheme is acceptable and adjustable according the different security level.
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