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Abstract 

Inconsistency in access control policies exists when at 

least two rules present in the policy set lead to the 

contradictory decisions. It makes difficult for the system 

to decide which rule is applicable to the current scenario 

and hence make the system vulnerable to the unauthorized 

use. Various inconsistency detection methods have been 

proposed by researchers. However, those suffered from 

various limitations e.g., inefficient handling of numeric 

attributes, Boolean expressions etc. In this article, we 

propose a new algorithm that detects the inconsistencies 

in the policies using decision trees. For a proof of concept, 

we have developed a software tool that proves its 

effectiveness. Also, complexity analysis and qualitative 

comparison of the proposed algorithm is presented in the 

paper. 

Keywords: Access control, Inconsistency, Policy validation, 

Security, XML 

1 Introduction  

Security of the enterprise applications is a critical 

issue. For this reason, different security mechanisms 

(such as access control) are enforced to restrict the 

users of the enterprise applications from an unauthorized 

use. In order to achieve this goal, the organization 

defines policies that are implemented by the administrator 

by defining rules in access control systems. In order to 

ensure that the rules do not contain any errors such as 

inconsistencies, enterprises adopt policy validation 

mechanisms. 

Policy validation is not a trivial task. Many researchers 

[2-9] have worked on this issue and adopted various 

techniques to detect inconsistencies in the access 

policies. For example, Shaikh et al. [2] have used data 

classification techniques to detect inconsistencies in 

access control policies. Authors in [4-6] have used 

model checking technique and tools like Alloy and 

SPIN for this purpose. Many other approaches are also 

used in [7-9]. However, most of the existing solutions 

suffered from various limitations. For example, some 

solutions are only limited to discrete attributes. Some 

schemes are inefficient in handling continuous 

attributes and Boolean expressions. Some schemes are 

only limited to static rules etc. 

In this paper, we have presented an algorithm based 

approach to detect inconsistencies in access control 

policies. Our contribution is follows: 

‧ The proposed algorithm can efficiently handle both 

continuous and distribute attributes. 

‧ The proposed algorithm can efficiently handle 

Boolean expression. 

‧ The proposed algorithm can be used with static and 

dynamic policies. 

‧ For the proof-of-concept we have developed “ACPs 

Validation Suite” that proves the effectiveness of the 

proposed algorithm. 

‧ Qualitative comparison of the proposed algorithms 

with 12 state-of-the-art schemes is presented. 

The rest of the paper is organized as follows. Section 

2 defines the inconsistency and also the related 

concepts. Section 3 contains a description of the proposed 

algorithm whereas the algorithm implementation details 

are given in Section 4. Complexity analysis of the 

proposed algorithm is given in Section 5. Section 6 

describes related work and qualitative comparison. 

Final section present conclusion and future work. 

2 Concepts and Definitions 

Inconsistency in the policy set exists when any two 

rules in that policy set lead to the contradictory 

outcomes. The rules defined by the administrators 

consist of different attribute values and the values of 

these attributes lead them to some decision. In the 

following section, we will discuss in detail about these 

attributes. 

2.1 What is Inconsistency? 

To define a rule in a policy set, various attributes are 

used to define different entities like user, resources, 

action, context, category or decision etc. In practice, a 

rule must contain at least four attributes (Subject, 

Object, Action, and Decision). In addition to those, a 

policy administrator can define any finite number of 
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contextual attributes (e.g., day, time, month, age etc.). 

Among all these attributes, the decision attribute 

defines the class to which the specific rule belongs. 

There may be different classes like permit, deny and 

undefined. These classes define the kind of permission 

granted to the user, e.g. access granted to a specific 

user to access specific resources under certain 

conditions or revoked or it is undefined etc. 

Let 
1 2 3

{ , , , ..., } ,
n

S s s s s n N= ∈  is a set of subjects 

containing n subjects, 
1 2 3

{ , , , ..., }
m

O o o o o m N= ∈   is a 

set of objects containing m objects, 
1 2 3 1

{ , , , ..., }C c c c c=  

l N∈  is a set of contexts containing l contexts, and 

1 2 3
{ , , , ..., }

k
A a a a a k N= ∈   is a set of actions 

containing k actions. Let { , , }D permit deny undefined=  

be the set of decision attribute. An access control 

policy is considered to be a four-tuple rule 

( , , , }s o a c d→  where , ,s S o O∈ ∈  ,a a∈ c C∈  and 

d D∈ . If R  is the set of rules, then for any two rules 

i
r  and 

j
r R∈  such that i j≠ , if 

i
r  and 

j
r  have same 

, ,s o a  and c  attributes values and they have contradictory 

decisions i.e. 
i x
r d→  and ,

j y
r d→  x y≠  then the 

policy set is said to be inconsistent. 

2.2 Example of Inconsistency 

Let us consider the example of two employees 

(Manager and Cashier) working in a bank and they 

need to access some records to perform different tasks. 

Only the Manager has the right to perform any kind of 

operation (e.g. update, delete etc.) on the customer’s 

records where the Cashier can only view the customer 

details to perform some transactions. The bank 

administration has reserved two days (Monday and 

Tuesday) to open new accounts. In case of any change 

in customer information, they can visit the bank on 

Wednesday and Thursday. Friday is the last working 

day of the week; the management will review the 

records of the customers and that day they can 

delete/block the account of inactive customer accounts. 

Table 1, shows the various rules defined to perform 

different operations on the record file by different users. 

Both, Manager and Cashier can view the records in 

that file throughout the week, but only Manager can 

add new customers in the record file. In addition, he 

can update the customer information and can also 

perform the delete operation on inactive accounts. It is 

clear from the above-mentioned rules that there is no 

inconsistency. Let us assume that the Manager 

delegates his delete record rights to the cashier. Then 

the rule 9 will be added in the rule set as shown in 

Table 2. 

Now according to the new rules defined in Table 2, 

Cashier is allowed to delete customer records on 

Friday, which contradicts with the rule 8, which states 

that Cashier cannot perform delete operation on 

customer records. This shows that the rules defined in 

this policy are inconsistent. 

2.3 What is Redundancy? 

When defining a rule in a policy set, it might happen 

that the administrator may define multiple rules to 

address the same scenario. As we defined in section 2.1,  

R  is the set of rules and any two rules 
i
r  and 

j
r R∈  

such that i j≠ . If 
i
r  and 

j
r  have same , ,s o a  attributes 

values. And let 
i

C  is the set of contextual attributes 

values for rule 
i
r  and 

j
C  is the set of contextual 

attributes values for rule 
j
r  and 

i j
C C φ∩ ≠ . Now if 

both the rules have same decisions i.e. 
i x
r d→  and 

,
j y
r d→  x y=  then these kind of rules are said to be 

redundant rule instead of an inconsistent rule. There 
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are mechanisms available to address this issue in 

access control policies as discussed in [26].  

Algorithm proposed in next section merge all the 

redundant rules in one single rule. For example, we 

consider the rule 8 and 9 presented in Table 2. If the 

decision attribute value of both the rules is same i.e. 

either permitted or denied for both of them, then these 

rules are called redundant rules with overlapping 

contextual attribute values i.e. the value of the variable 

“Day”. So our algorithm will consider these two rules 

as one single rule with the values of variable “Day” as 

“Mon-Fri”.  

3 Inconsistency Detection Algorithm 

In this section, we will discuss the proposed 

algorithm in detail. This algorithm takes the access 

control policies in the form of a decision tree. As 

discussed above, the rule is defined in the form of four 

tuples, which includes subject, object, action and 

context i.e. (s,o,a,c )→d. The validation process in this 

algorithm is completed in two phases. In the first phase, 

the algorithm takes a decision tree as an input and 

divides it into sub-trees based upon the number of 

decision attribute values. In the second phase, 

algorithm takes sub-trees as an input and compares 

them recursively to detect inconsistencies. 

3.1 Decision Tree Hierarchy 

In the decision tree, the root node (at level 1) 

contains decision attribute nodes (at level 2) as child 

nodes which in turn contain action attribute nodes (at 

level 3) as their children. This hierarchy continues as 

action attribute nodes contain object attribute nodes (at 

level 4) and object nodes contain subject attribute 

nodes (at level 5) as child nodes. Finally, subject nodes 

contain contextual attribute nodes (at level 6) as the 

leaf nodes.  

3.2 Inconsistencies Detection Process 

As discussed above, the proposed algorithm consists 

of two parts that are clearly shown in Figure 1. In the 

following paragraphs, we will briefly describe the 

working of this algorithm. 

Step 1. In this step, the main tree will be divided into 

the sub-trees equal to the number of decision attribute-

values. For this purpose, it will count the number of 

decision attribute nodes that are the children of the root 

node (Part A, Line: 3). If there is only one decision 

attribute node in the children node list of the root node 

(Part A, Line: 4), then the algorithm will stop and it 

will display no inconsistency found message (Part A, 

Lines: 18, 19). In another case, the main tree will be 

divided into the sub-trees equal to the number of 

decision attribute-values (Part A, Lines: 5-15). 

Suppose there are two decision attribute-values, permit 

and deny as shown in a sample hierarchy tree in Figure 

2, then in that case, the main tree will be divided into 

the two sub-trees where all the policies with category 

attribute value “permit” will be present in the first tree 

having same category attribute value as the root node 

of the tree. Similarly, all the other rules will be present 

in the second tree with category attribute value “deny” 

as the root node. Resulting sub-trees with decision 

attribute as root nodes are shown in the Figure 3.  

Step 2. After having separate trees for each decision 

node as shown in the Figure 1, our algorithm will start 

comparing two sub-trees using the CompareNodes 

function (Part A, Line: 16). It will compare only if both 

of the trees are not null (Part B, Line: 1). After that, it 



160 Journal of Internet Technology Volume 19 (2018) No.1 

 

will get the child nodes of the first tree and will start 

comparing it with the child nodes of the second tree 

(Part B, Lines: 2, 3). If the child node type in both trees 

is action and the node values are also same, it will pick 

those nodes and will call the CompareNodes function 

again (Part B, Lines: 12-14). In Figure 1, the child 

node of decision attribute node is action node and its 

value “Read” is same in both sub-trees. Now the action 

node will become the root node of both the trees 

passed to the CompareNodes function as shown in 

Figure 4. 

Again as both the trees shown in Figure 4 are not 

null (Part B, Line: 1), it will get the child nodes of the 

root node (action node is root node here) and the object 

attribute nodes are the child nodes at this step (Part B, 

Lines: 2, 3). Now it will compare the values of object 

attribute and will call the CompareNodes function 

again if the object attribute has the same values in both 

trees (Part B, Lines: 12-14). As shown in the Figure 4, 

object nodes having “File1” are same in both the trees. 

Now new sub-trees will be created having them as root 

nodes. The Figure 5 shows the resulting trees passed to 

the CompareNodes function in result of this 

comparison. 

The CompareNodes function will compare the trees 

shown in Figure 5 where object attribute node is the 

root node. It is clear that the child node type is subject 

node and “Joe” is the same attribute value in both the 

trees. So CompareNodes function will be called again 

and this time the subject attribute node will be the root 

node in both the sub-trees passed as parameters. The 

Figure 6 shows the resulting sub-trees with subject 

attribute nodes as the root nodes. 

These trees will be passed to the CompareNodes 

function and they have contextual attributes as their 

child nodes. So this time the CompareNodes function 

will not be called again and contextual attributes will 

be compared in step 3 of the algorithm. 

Step 3. As mentioned above, if the child node type in 

both the trees is context node, the CompareNodes 
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function will not be called because these are the leaf 

nodes of the decision tree. It also indicates that all the 

other attributes are same. Now, it will start comparing 

the contextual attribute values (Part B, Lines: 4, 5). If 

the contextual attributes have the same values, it means 

both these rules are same. In Figure 6, we can see that 

there is a contradiction in time attribute. The user “Joe” 

is permitted to access the resource on Monday from 

0800 to 1600 but on the same day, he cannot access the 

resource from 1400 to 1600. So it will get all the parent 

nodes of those contextual attributes to get those rules 

(Part B, Lines: 6-8) as shown in Figure 7. Here all 

attribute-values of both the rules are same, it means 

they are inconsistent and hence they will be stored in 

the list of inconsistent rules (Part B, Line: 9). The 

Same process will be repeated until all the sub-trees 

generated during step 1 are compared with each other.

4 Algorithm Implementation 

We have implemented our proposed algorithm and 

have developed a tool named “ACPs Validation Suite”, 

which takes the access control policies, defined in 

XML file as input. By implementing the proposed 

algorithm, it performs the validation process and 

displays the inconsistent rules along with their IDs. In 

Figure 8, we have shown an XML file that contains 

twenty-three rules to access different resources by 

different users. As we already have mentioned that we 

have considered the four-tuple rules for these policies. 

Each rule is defined as an element in the XML file and 

the attributes of this element represent the attributes of 

policy rules. The id attribute defines the rule’s identity. 

In this example, we have seven distinct subject (user1 

till user7), eight objects (File1 till File8), and three 

actions (read, write, and delete) values. Other three 

attributes (time, age and month) are contextual 

attributes. Time and age are continuous attributes,  
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whereas the others are discrete attributes. Figure 9 

shows the ACPs Validation Suite, where the upper half 

of the screen shows the contents of the input XML file 

and the lower half shows the rules with contradictory 

decisions. This figure shows that tool has detected all 

five inconsistent rules that were present in the XML 

file.  
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4.1 Results 

To evaluate the efficiency of the proposed algorithm, 

we have developed a simple tool that randomly 

generates large policy datasets in XML format. By 

using this tool, we have generated ten access control 

policy datasets. Our experiments were performed on 

the Intel Core i5 CPU 2.40 GHz with 6 GB RAM 

running on Windows 7 (64-bit operating system). 

In Table 3, we have presented the details of each 

dataset that includes the information about number of 

rules and number of inconsistencies detected by ACPs 

Validation Suite. Figure 10 and Figure 11 show the 

time consumption in milliseconds and total space 

consumption in bytes by running the tool for each 

policy set respectively.  

5 Complexity Analysis 

The complexity of the proposed algorithm depends 

upon the number of distinct attribute values for 

different attributes. Total computational complexity is 

the sum of complexities of all the levels of the tree. 

There are two different cases (as discussed below) to 

calculate the complexity that depending upon the 

number of decision attributes. Let n be the total 

number of rules defined in the policy set. Let us also 

consider that a, o, s, c, are the number of distinct 

attribute values for action, object, subject and 

contextual attribute values respectively. Formulas to 

calculate complexity at all these levels have defined 

below for both cases. 

Case 1 

In this case, only two decision attribute values are 

considered, permit and deny. As a result, the main tree 

is divided into two sub-trees. 

For Action Attribute: 2( )o a  

 

Figure 10. Time complexity analysis by running ACPs 

Validation Suite 

 

Figure 11. Space complexity analysis by running 

ACPs Validation Suite 

For Object Attribute: 2( )O o a×  

For Subject Attribute: 2( )O s o a× ×  

For Context Attribute:  

1

3( 1) 1

a o s if c
O

a o s c if c

× × =⎛ ⎞
⎜ ⎟

× × × − >⎝ ⎠
 

2n a o s= × × ×  

Case 2 

In this case three decision attribute values are 

considered, permit, deny and undefined. As a result, 

the main tree is divided into three sub-trees. 

For Action Attribute: 2(3 )O o×  

For Object Attribute: 2(3 )O o a× ×  

For Subject Attribute: 2(3 )O s o a× × ×  

For Context Attribute:  

3 1

9( 1) 1

a o s if c
O

a o s c if c

× × × =⎛ ⎞
⎜ ⎟

× × × − >⎝ ⎠
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3n a o s= × × ×  

In Figure 12 and Figure 13, we have shown the 

complexity of proposed algorithms for case 1 and case 

2 respectively. From both the graphs, we can conclude 

that complexity of case 2 is three times higher than the 

case 1. Also, both graphs show that the complexity 

increases linearly with the increase in number of 

contextual attributes whereas it increases more sharply 

with the increase in number of distinct actions, objects, 

and subjects. 

 

Figure 12. Complexity analysis of proposed algorithm 

for Case 1 

 

Figure 13. Complexity analysis of proposed algorithm 

for Case 2 

6 Related Work and Qualitative Comparison 

6.1 Related Work 

Many policy validation methods have been presented 

by researchers for the verification and validation of 

access control policies. Various approaches have been 

used to detect inconsistencies in access control policies 

such as modeling techniques, formal methods, data 

mining techniques and classification algorithms etc. 

For more details, readers can consult the survey paper 

by Aqib and Shaikh [1]. 

 

 

Sheikh et al. [2] and Fisler et al. [10] have used the 

decision diagram techniques for this purpose. Sheikh et 

al. have used the data classification techniques like ID3 

[11], C4.5 [12] and ASSISTANT 86 [13] to generate 

decision trees. They have proposed some modifications 

in these algorithms. On the other hand, Fisler et al. 

have used another type of decision diagram techniques 

and have presented a software called Margrave by 

implementing the binary decision diagrams. It also 

includes the rule-combining algorithms of XACML 

[21]. 

Mukkamala et al. [14], Bauer et al. [9] and Evan 

Martin and Tao Xie [15] have used the data mining 

approach to resolve this issue in access control policies. 

They have used the techniques, mainly used in data 

mining for the extraction of required data from the 

large amount of data to detect the rules in defined 

policies that make those policies inconsistent. For 

example, Bauer et al. [9] have used the Apriori 

algorithm [16] by the authors to apply the association 

rule mining approach. 

Modeling tools have also been used by researchers 

for the verification and validation of access control 

policies. Different modelling languages have used for 

this purpose. For example, Hwang et al. [16] have 

developed a tool named Access Control Policy Testing 

(ACPT) and have used the symbolic model checker 

NuSMV [17]. Similarly, Mankai and Logrippo [4] also 

have proposed a solution for this purpose and they also 

have used a modeling tool Alloy [18-20]. 

6.2 Qualitative Comparison with Existing 

Methods 

In Table 4, we have compared our scheme with 12 

other existing validation methods. The comparison has 

been presented from the following seven parameters: 

(1) Approach 

(2) Inconsistency detection 

(3) Inconsistency resolution 

(4) Boolean expression 

(5) Continuous attribute handling 

(6) Dynamic data handling 

(7) Contextual attributes 

Table 4 clearly indicates that our tool has its 

distinctive place in state-of-the-art work. In terms of 

feature comparison, our work is similar to the work of 

Shaikh et al. [2-3]. However, they have adopted data 

classification approach and we have adopted tree-based 

algorithmic approach. On the positive side, our method 

is relatively easy to implement and we have provided 

proof-of-concept implementation. On the negative side, 

our work is limited to inconsistency detection only. 

Whereas, Shaikh et al. [3] shows that their method can 

also be used to detect incompleteness. 
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7 Conclusion and Future Work 

In this article, we have proposed an algorithm-based 

approach to detect inconsistencies in the access control 

policies. Also, we have developed a tool to validate the 

access control policies by implementing the proposed 

algorithm. We demonstrate that our proposed can 

efficiently detect inconsistencies in access control 

policies especially those which involve contextual 

attributes and Boolean expressions. By supporting 

Boolean expressions, continuous attribute values, and 

contextual attribute values, our proposed algorithm 

also reduces the number of rules. 

The proposed solution also has some limitations. For 

example, this algorithm supports bounded continuous 

attribute values and does not provide any solution for 

detection and resolution of incompleteness problem. So 

in the future, we are planning to address these issues. 

In addition to these, we will also improve the 

performance in terms of computational complexity.  
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